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**ABSTRACT**

In-place radix sort is a popular distribution-based sorting algorithm for short numeric or string keys due to its linear run-time and constant memory complexity. However, e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAp0lEQVQokdXPLW4CARAF4A9YoEkNpQmWxVQRBApCgsSQtDUoRHU5CdcAiecEHAHRhAuAalKBpIuZDSup7DMzk/eTNxU3lDDGEBmqeMUTjrjkwjJWeEMNB6xD+IllIVQT+zCVsMMguBQvkATZxUPMLEwpzpH+UxQ38Ihn/KKOVnSdooNZXqOFL1Ti3mIU+wSb/LG78SdxEoYF2njHN3r4wAlz9Au1/hWuA5IWswBA1bYAAAAASUVORK5CYII=)- cient parallelization of in-place radix sort is very challeng- ing for two reasons. First, the initial phase of permuting elements into buckets su![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAhElEQVQYlb3OPQ4BcRCG8d9+iGIbRLRbo5dwAgdxAPdxBVFoxRm0G6WIUq3xUZhtNP/O28wkM/M8k/kmwwI1zuhgiEOBHBtcsMcRD0zxhD5OKIK2xSx6JSZRx3jHQY0rbiV6qDDAC93wVy1l9KPYYd4Oc4kkFwqssUQTulU82uCeAvwjH4WeE0AONVRvAAAAAElFTkSuQmCC)ers read-write dependency inher- ent in its in-place nature. Secondly, load balancing of the recursive application of the algorithm to the resulting buck- ets is di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANCAYAAACQN/8FAAAAoUlEQVQokcXPLW5CARAE4I9/EgyUBMvDoAgCBSGprCGhNVUVaDgJ1wCJ5wQcAUHCBUCRIJBAzb4E+RxjZrM7M9khIwrBOXxihCdKmKKBE+6QxwrfKOOIdYjmWKapH9iHIYcdhnFL0IUieqgGP8OQ4Bap11RYRw1NPFBBK36boINfsTy8FNtiHPMXNmmRTMgsLGKBNn5wQR8znPGHwcsr78A/TQoWrx7E8fYAAAAASUVORK5CYII=)cult when the buckets are of very di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgElEQVQYla3OMQ4BYRDF8R9WFJolG6WtsbWEOziEwqlcQRR6Z9ArRSlqFZr5mi18jX/1MvPemyFDp6XXqHFFH1Uvll3sccMJZ7ywSOkRLkiBA5ZQRPU89AyfCNS4J0OJIcZ4Y4AqZmDSOnHEKj33k6yhCNMOU2zwRIMtHrmCP/AFSnEP/QAMecoAAAAASUVORK5CYII=)erent sizes, which happens for skewed distributions of the input data. In this paper, we present a novel parallel in-place radix sort algorithm, PARADIS, which addresses both problems: a) “speculative permutation” solves the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)rst problem by as- signing multiple non-continuous array stripes to each pro- cessor. The resulting shared-nothing scheme achieves full parallelization. Since our speculative permutation is not complete, it is followed by a“repair”phase, which can again be done in parallel without any data sharing among the pro- cessors. b)“distribution-adaptive load balancing”solves the second problem. We dynamically allocate processors in the context of radix sort, so as to minimize the overall comple- tion time. Our experimental results show that PARADIS o![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAhElEQVQYlb3OPQ4BcRCG8d9+iGIbRLRbo5dwAgdxAPdxBVFoxRm0G6WIUq3xUZhtNP/O28wkM/M8k/kmwwI1zuhgiEOBHBtcsMcRD0zxhD5OKIK2xSx6JSZRx3jHQY0rbiV6qDDAC93wVy1l9KPYYd4Oc4kkFwqssUQTulU82uCeAvwjH4WeE0AONVRvAAAAAElFTkSuQmCC)ers excellent performance/scalability on a wide range of input data sets.

**1.** **INTRODUCTION**

Due to aggressive CMOS technology scaling, computing platforms have been evolving towards multi/many-core ar- chitectures, where a number of cores are connected to in- creasingly larger and faster hierarchical memory systems [34]. On the other hand, due to large amounts of information gen- erated by mobile devices, wireless sensors, and others, the world’s per-capita demand for information storage has been doubling nearly every 40 months since the 1980s [12].

Such trends in data volume and computing systems moti- vate large body of research on sorting, one of the most fun-
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damental algorithmic kernels in data management. Various methods and approaches to speeding up sorting have been proposed including external/internal sorting, data-speci![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)c, or hardware-speci![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)c sorting [6,7,19,22,24,28]. Among them, in-memory sorting, where performance-critical workloads re- side in DRAM rather than disk, has been of great inter- est. This is due to the poor latency and bandwidth of disk and the emergence of low-cost and high-density memory de- vices [9,19,23,26].
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Parallelizing in-place radix sort, however, is particularly challenging due to read-write dependency inherent in the in-place nature [25]. While many studies have proposed so- lutions, they either parallelize the non-critical preparation step only (histogram and partitioning) like Fig. 1 (a), or re- quire an additional temporary/auxiliary array thus increas- ing the memory footprint like Fig. 1 (b). We are not aware of any prior research on fully parallel in-place radix sort.

In this work, we present PARADIS, a fully parallelized in-place radix sort engine with two novel ideas: speculative permutation and distribution-adaptive load balancing. Our theoretical analysis and experiment results show that PAR- ADIS is highly scalable and e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAp0lEQVQokdXPLW4CARAF4A9YoEkNpQmWxVQRBApCgsSQtDUoRHU5CdcAiecEHAHRhAuAalKBpIuZDSup7DMzk/eTNxU3lDDGEBmqeMUTjrjkwjJWeEMNB6xD+IllIVQT+zCVsMMguBQvkATZxUPMLEwpzpH+UxQ38Ihn/KKOVnSdooNZXqOFL1Ti3mIU+wSb/LG78SdxEoYF2njHN3r4wAlz9Au1/hWuA5IWswBA1bYAAAAASUVORK5CYII=)cient in comparison with sev- eral other parallel sorting libraries on realistic benchmarks, as well as on synthetic benchmarks with di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAhElEQVQYlb3OPQ4BcRCG8d9+iGIbRLRbo5dwAgdxAPdxBVFoxRm0G6WIUq3xUZhtNP/O28wkM/M8k/kmwwI1zuhgiEOBHBtcsMcRD0zxhD5OKIK2xSx6JSZRx3jHQY0rbiV6qDDAC93wVy1l9KPYYd4Oc4kkFwqssUQTulU82uCeAvwjH4WeE0AONVRvAAAAAElFTkSuQmCC)erent sizes, data types, alignment and skewness [17,28,33]. The major con- tributions of this paper are:

• A speculative permutation followed by repair which are both e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAp0lEQVQokdXPLW4CARAF4A9YoEkNpQmWxVQRBApCgsSQtDUoRHU5CdcAiecEHAHRhAuAalKBpIuZDSup7DMzk/eTNxU3lDDGEBmqeMUTjrjkwjJWeEMNB6xD+IllIVQT+zCVsMMguBQvkATZxUPMLEwpzpH+UxQ38Ihn/KKOVnSdooNZXqOFL1Ti3mIU+wSb/LG78SdxEoYF2njHN3r4wAlz9Au1/hWuA5IWswBA1bYAAAAASUVORK5CYII=)ciently parallelized. By iterating these two steps, PARADIS permutes all array elements into their buckets, fully in parallel and in-place.

• A distribution-adaptive load balancing technique for recursive invocations of the algorithm on the resulting buckets. For a skewed distribution, PARADIS min- imizes the elapsed run-time by adaptively allocating more processors to larger buckets.

The rest of the paper is organized as follows. We re- view related works in Section 2 and present preliminaries
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**2.** **RELATED** **WORKS**

Sorting algorithms have been a popular research area over the past few decades. Recent advancements in parallel com- puting platforms (e.g., multi-core CPU with SIMD, GPUs, IBM’s Cell, etc) have drawn signi![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)cant attention to paral- lel sorting techniques. Two strategies for parallel sort have been proposed for multi-core CPU: top-down and bottom- up. In top-down techniques [18, 20, 35], the input is ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst partitioned based on the key (e.g., radix-partition), and then each partition is independently sorted. In bottom-up tech- niques [3,17,31], the input is partitioned for load balancing, and all individually sorted partitions are merged into the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgElEQVQYlb3PPQrCYBCE4cckSMDGnwPYS0gvFl5BvIC9B7L2LFYWdlrlEIJtQLFwhc/GdJlmYOdl2Mn9aoUlWtzTIMMRWwxxwTwFprgGCOsAFRigQhmeRzhCmwUwjsMMExyw+Da8cMYDJzzRpM/9VSdQBLSPWRuf/TV2uHUV9KE38dsQbIotdA4AAAAASUVORK5CYII=)- nal array. Further parallelization on CPU has been achieved with SIMD for comb sort [17] and bitonic sort [3].

Parallelization has been also researched for di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAiElEQVQYla3PPQ4BURTF8Z95I4ppENFObfQSVmAhFmA/tiAKrViDdqIUUao1Ppr3EtG8xmlOce89/3PJqPPlC9Q4o4sRDgEFNrhgjyMemOIJA5wQYtoWs4Qo0USf4B0PalxxK9FHhSFe6EV+lVLGP4gd5mlY5N7MLgSssUQbcatYtMU9F/AHfQAKYRNAWuoLCwAAAABJRU5ErkJggg==)erent com- puting platforms. Sorting algorithms based on bitonic sort [7], radix sort [22,27,28], or merge sort [27] have been pro- posed to utilize massive parallelism in GPUs. SIMD-based bitonic sort has been proposed in [6] to utilize co-processors.
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Many optimizations including parallelization have been done to speed up radix sort. Platform-based optimization for radix sort is discussed in [33], which takes advantage of virtual memory and makes use of write-combining in order to reduce the system’s peak memory tra![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAp0lEQVQokdXPLW4CARAF4A9YoEkNpQmWxVQRBApCgsSQtDUoRHU5CdcAiecEHAHRhAuAalKBpIuZDSup7DMzk/eTNxU3lDDGEBmqeMUTjrjkwjJWeEMNB6xD+IllIVQT+zCVsMMguBQvkATZxUPMLEwpzpH+UxQ38Ihn/KKOVnSdooNZXqOFL1Ti3mIU+wSb/LG78SdxEoYF2njHN3r4wAlz9Au1/hWuA5IWswBA1bYAAAAASUVORK5CYII=)c. The early work on parallel radix sort is presented in [35], which shows how to build the histogram and perform data permutation in parallel. It uses an auxiliary array, making memory com- plexity O(N), which is not desirable for in-memory data analytics. More advanced techniques for parallel radix sort- ing have been proposed in [18, 20, 25], but they are rela- tively ine![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAqUlEQVQokcXPIW5CYRAE4A94BRIMlAQLGFSDQEGaVNY0oTUoBJqepNcAiecEPQKChAuAalKBLK9mX/JLUIzZTWZmd4YbUEn2El4wQY4HTNHCEX+FsIwV3lHFAesQLvGVfnjELkwlfGMcXA8DyIJ8Qj1mHqYeznH9NxU30UAbF9TQiaxv6GNWxOhgnxTe4jn2V2yKYlfjJnEWhk908YEfDLHACXOMklj3xj8GDBazsrrzfAAAAABJRU5ErkJggg==)cient due to their additional memory overhead

|  |
| --- |
| Build Histogram  in Parallel |

|  |
| --- |
| Partition Array  in Parallel |
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| Recurse Sort in Parallel |

(c) PARADIS

(a) radix-se

(b) radix-ax

Figure 1: Various parallel radix sort algorithms where parallel and in-place steps are in white. (a) Sequential in-place permutation, (b) Parallel per- mutation with auxiliary array (2x memory foot- print) [10, 28, 35], (c) Parallel and in-place permu- tation in PARADIS

Table 1: Notations in this paper

|  |  |
| --- | --- |
| N | set of array indices {0, 1, ..., |N|  1} |
| d[N] | the array of size |N| to be sorted |
| n, h, t | array index ∈ N |
| P | set of processor indices {0, 1, ..., |P|  1} |
| p, q | processor index ∈ P |
| p0 , p1 , ... | shorthand for “processor 0”, “processor 1”, ... |
| B | set of bucket indices {0, 1, ..., |B|  1} |
| i, j, k | bucket index ∈ B |
| L | set of recursion levels {0, 1, ..., |L|  1} |
| l | recursion level ∈ L |
| b(v) | index of the bucket where element v should belong |
| ghi | head pointer of bucket i |
| gti | tail pointer of bucket i |
| ph | head pointer of the stripe for processor p in bucket i |
| pt | tail pointer of the stripe for processor p in bucket i |
| Mi | {n| ghi  n < gti}, i.e., the indices of bucket i |
| Mp  i | {n| ph  n < pt}, i.e., the indices of stripe p, i |
| Ci | |Mi| = gti  ghi, i.e., size of bucket i |
| Cp  i | |M| = pt  ph, i.e, size of stripe p, i |
| Ci(k) | |{n ∈ Mi| b(d[n]) = k}|  i.e. the number elements in Mi belonging to Mk |
| C(k) | |{n ∈ M| b(d[n]) = k}|  i.e. the number elements in M belonging to Mk |

and/or all-to-all communication schemes [4]. Another work on parallel radix sort is in [28], which enhances [35] based on modern CPU architectural features such as TLB and cache con![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAeklEQVQYlbXPMQrCUBCE4Y8kSMBG4wHsg9iLhVcQL5DeA1l7FqsU6bTyEILtA8FmH9qYzmmW3X8GZksfbbFBwiMfC5xxwAQDlhk2uIYJdmFSYYU6ZhlgilRgFssCc5zQ5mSPJy544f5d5qdGYYVjVN/Hf2t0uI0F/6U39s0PatqrIbMAAAAASUVORK5CYII=)gurations using user-level bu![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAiElEQVQYlb3OOw4BYRSG4WdmiGIaRLRTo5ewAgvRW5AtiEIr1qCdKEWUao1Lc/4Q1VS+6iTn/S6ZjzLMUeGENgbYFwHkWOOMHQ64Y4JHSunhiGTaYJqeragZxz3CK0wVLrgmqIsSfTzRiT3l12bDn7otZumZa6BGUBHgCgvUUb2M8TVuTYL+rTckyxNDvHiBhAAAAABJRU5ErkJggg==)ering. Parallel radix sort also is discussed in [10] with the overhead of an auxiliary output array. Fig. 1 (b) sketches these algorithms where an auxiliary array is required for parallel data permutation.

The load balancing problem in parallel radix sort is stud- ied in [20,32]. Perfect load balancing idea is described in [32] at the cost of heavy communication between processors. [20] proposes an improved algorithm for load balancing where the radix key length (in bits) is increased in a trial-and-error way until good load balancing is obtained.

**3.** **PRELIMINARIES**

Table 1 lists our notations and concepts, which will be de- ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)ned/referenced throughout the paper. We assume a given array of |N| elements to be sorted by the key of each el- ement. An element consists of both key and payload, al- though PARADIS is also applicable to the case where keys and payloads are stored separately.

One can consider the example of sorting 8-byte integers. Then L = {0,..., 7}, and there are functions b0 (), .., b7 (). For an element v , b0 (v) = most signi![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)cant byte of v , b1 (v) = second most signi![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)cant byte of v , etc. B = {0,..., 255} for all recursion levels l . At the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst recursion level, P would consist of all available processors. On subsequent recursive calls, P would be only a subset of all available processors, namely those assigned to sort the sub-array d[N] (See Sec- tion 4.2.3).

In general, all the quantities in Table 1 are local to the invocation of the algorithm on each recursion level. Only the quantities L, {..., bl (),...} are global and prepared be- forehand based on the type of data.

**4.** **PARADIS**

In this section, we propose our parallel in-place radix sort algorithm, PARADIS. We ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgklEQVQYla3PMQrCUBCE4c8kiGAT9QD2IunFIlcQL2Dvgaw9i5WFnVYeQrANKBau8LDwNU6z7M7PsENG5de+xAIdbqlRYI81+jhhmgJjnAOENkAVephjELMMc4iuCKCOwwQj7DD7JDxxxB0HPHBNn/upLFAFtI1aK+/+DTa45AL+oBfT8hBsG50vEAAAAABJRU5ErkJggg==)rst discuss the challenges in par- allelizing in-place radix sort, and then provide an overview of PARADIS in Section 4.1, highlighting our novel techniques.
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**2**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **12** |  |  |
| **8** |
| **3** |

|  |  |  |  |
| --- | --- | --- | --- |
|  | **11** |  | |
| **8** |
| **3** | **3** |

**2**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **11** |  |  |
| **9** |
| **3** |

|  |  |  |  |
| --- | --- | --- | --- |
| **8** | **8** |  |  |
| **5** | **4** |

*p*

*p*

*p*
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*3*

*1*

**15**

**50**

**0**

**75**

*p*

(a) the input array, d[0,..., 99] evenly divided and assigned to processors P = {0, 1, 2, 3} to build histograms

|  |  |  |  |
| --- | --- | --- | --- |
|  | **42** |  | |
| **28** |
| **19** | **11** |
| ……………. | | | |

(b) histogram on p0 (c) histogram on p1 (d) histogram on p2 (e) histogram on p3 (f) global histogram

***ph0*0**

***ph1*0** ***pt0*0**

**6**

***ph1*1** ***pt0*1**

***ph3*0** ***pt2*** **0**

**20**

***ph0*1** ***pt3*** **0**

***ph2*1** ***pt1*1**

***ph3*1** ***pt2*1**

***ph0*2** ***pt3*1**

***ph1*2** ***pt0*2**

***ph2*2** ***pt1*2**

***ph3*2** ***pt2*2**

***ph0*3*ph1*3*ph2*3*ph3*3** ***pt3*2** ***pt0*3** ***pt1*3** ***pt2*3** ***pt3*3**
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***pt10***
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✂

✁

✄

✄
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Figure 2: Parallel histogram construction and preparation for PARADIS

Then we detail our parallelization techniques in Section 4.2 and 4.3 with comprehensive examples in Fig. 2 to Fig. 5.

**4.1** **Overview**

In this section, we give an overview of PARADIS in Al- gorithm 2 with Fig. 1 (c). In this paper, we mainly focus on MSD radix sort [16,21], but our ideas can be generally applied to LSD radix sort as well.

The nature of non-comparativeness enables O(N) compu- tational complexity. Memory complexity, on the other hand, can be O(1) (in-place) or O(N) (with auxiliary array). Se- quential in-place MSD radix sort [21] permutes the elements in place, as sketched in Algorithm 1. In general, it consists of four steps:

Step 1 (lines 4-7) The unsorted input array is scanned to build a histogram of the radix key distribution.

Step 2 (lines 8-11) The input array is partitioned into |B| buckets by computing ghi and gti (the beginning and end of partition for each radix key i).

Step 3 (lines 12-20) This is the core of the algorithm. Each element is checked on line 15 and permuted on line 16 if it is not in the right bucket.

Step 4 (lines 21-25) Once element permutation is com- pleted, each bucket becomes a sub-problem, which can be solved independently and recursively.

The radix sort in Algorithm 1 depends on the following prop- erty (which is ensured by building a histogram)

Ci = Pj Cj (i) (1)

which states that the amount Ci reserved for bucket i (on the left hand) must be exactly equal to the number of all the elements that should belong to bucket i, although those elements may be initially scattered through various buckets j (on the right hand). Steps 1 and 2 are preprocessing phases whose purpose is to guarantee Eq. (1) during step 3.

|  |  |
| --- | --- |
| Algorithm 1 Radix Sort | |
| 1: | procedure RadixSort(d[N],l) |
| 2: | b = bl ⊲ Function giving bucket at level l |
| 3: | B = the range of b() |
| 4: | cnt[B] = 0 ⊲ Histogram of bucket sizes |
| 5: | for n ∈ N do |
| 6: | cnt[b(d[n])]++ |
| 7: | end for |
| 8: | for i ∈ B do |
| 9: 10: 11: | ghi = Pj<i cnt[j]  gti = Pj≤i cnt[j]  end for |
| 12: | for i ∈ B do |
| 13: | while ghi < gti do ⊲ Till bucket i is empty |
| 14: | v = d[ghi ] |
| 15: | while b(v)! = i do |
| 16: | swap(v, d[ghb(v)++]) |
| 17: | end while |
| 18: | d[ghi ++] = v |
| 19: | end while |
| 20: | end for |
| 21: | if l < L − 1 then ⊲ Recurse on each bucket |
| 22: | for i ∈ B do |
| 23: | RadixSort(d[Mi ],l+1) |
| 24: | end for |
| 25: | end if |
| 26: | end procedure |

PARADIS in Algorithm 2 is our parallelization of Algo- rithm 1. Steps 1 and 2 of Algorithm 1 are easy to parallelize based on the following partitioning as in [35]:

{..., Ap , ...} = PartitionForHistogram: Partition N into disjoint subsets Ap ⊂ N, one for each processor p ∈ P. The partitions should be as equal as possible, so each processor has ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAATCAYAAACZZ43PAAABMElEQVQ4jZ3UvyuHURTH8dfXr5BCBuSbRbIiu8FoMjEoKVnkD1DKxD9gkn/BxoBNRosfZf+WZESJUhieq+d+r+f5irPce07vc859zv08l79ZH8bjQFNYq7hM4FX0RP4gDjAd/Dp+GLXIb8YtNqLYAtojvxafILVO7GIFbaiE9S0FywpM4gRnmEd3UTK0lBQYwzk2cYxnXBSB6QkmsIcXfOBeNrgt3JU0Qz7EASyjNWkyVJATD10V1406FNg12XRnsfPH5G97+mdebpVoX8WRXKoTMtX1y67wBod4j9n4FprQG4puyQa7FMBTzIV9zNZZLOeeAF2hI8TGsZ+yZUJ6RBdeMYIpmRrXUrCsAMzI5DwaPuG+CGpUYBHreGjAlP5MFWz/lpwW+JAL49PPB0YR+wUmRzdi3SXRPgAAAABJRU5ErkJggg==) elements.

|  |  |
| --- | --- |
| Algorithm 2 PARADIS | |
| 1: | procedure PARADIS(d[N],l,P) |
| 2: | b = bl ⊲ Function giving bucket at level l |
| 3: | B = the range of b() |
| 4: | {..., Ap ,...} = PartitionForHistogram |
| 5: | for p ∈ P in parallel do |
| 6: | Build local histogram for d[Ap ] |
| 7: | end for |
| 8: | Synchronization |
| 9: | Build global histogram from the |P| local histograms |
| 10: | Compute ghi and gti , ∀i ⊲ As in Algorithm 1 |
| 11: | Synchronization |
| 12: | {..., Bp ,...} = PartitionForRepair |
| 13: 14: | while Pi Ci > 0 do ⊲ Till all buckets are empty {..., M ,...} = PartitionForPermutation |
| 15: | for p ∈ P in parallel do |
| 16: | PARADIS Permute(p) |
| 17: | end for |
| 18: | Synchronization |
| 19: | for p ∈ P in parallel do |
| 20: | for each i ∈ Bp do |
| 21: | PARADIS Repair(i) |
| 22: | end for |
| 23: | end for |
| 24: | Synchronization |
| 25: | end while |
| 26: | if l < L − 1 then ⊲ Recurse on each bucket |
| 27: | {..., Pi , ...} = PartitionForRecursion |
| 28: | for i ∈ B in parallel do ⊲ Sort each bucket |
| 29: | PARADIS(d[Mi ],l+1, Pi ) |
| 30: | end for |
| 31: | end if |
| 32: | end procedure |

Speci![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)cally, for step 1, each processor p takes over a sec- tion Ap of the input array and builds its local histogram, see lines 4-8 of Algorithm 2. All the local histograms are then merged into a global histogram (line 9). Step 2 can be parallelized by using a parallel pre![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)x sum technique. Step 4 can be naturally parallelized as each bucket can be sorted independently.

As an example, Fig. 2 shows how to begin sorting 100 elements with 4 processors, where there are four kinds of radix keys: white, gray, dark gray, and black (i.e., 2-bit radix sort). The entire input array is evenly partitioned and assigned to p{0 , 1 ,2 ,3} as in Fig. 2 (a). And then, each processor in parallel builds a histogram for its own partition. As a result, the processors generate the histograms in (b), (c), (d), and (e) which are merged into the global histogram in (f). Based on the global histogram, we can compute ghi and gti , (0 ≤ i < 4) as shown in (g). Such preparation steps for PARADIS are in lines 1-10 in Algorithm 2. Then the challenges in parallelization of Algorithm 1 come in two forms.

• Parallelizing step 3 is very challenging due to the read- after-write dependency on the ghi .

• Unbalanced sub-problem sizes in step 4 can degrade the end-to-end performance.

Our proposed PARADIS algorithm addresses the above chal- lenges with two novel techniques in Sections 4.2 and 4.3.

To avoid the read-after-write dependencies we partition the given array among given processors in a share-nothing fash- ion. However, an arbitrary partitioning is unable to give each processor data that satis![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)es Eq. (1), which makes Algo- rithm 1 inapplicable. While partitionings satisfying Eq. (1) do exist, they are expensive to compute and do not guar- antee balanced load for the processors. To address this, PARADIS speculates on a good partitioning (details in Sec- tion 4.2.1). Since this partitioning, in general, will not sat- isfy Eq. (1) (i.e., some buckets may be over-sized or under- sized), the output may not be completely permuted, which will be addressed by an additional repair stage. The two stages, permutation and repair, are iterated until a complete redistribution of all the array elements into their buckets is achieved. The speculative permutation is such that both stages can be executed in parallel, where all processors have an approximately equal load, achieving good scalability. In short, we have the extra cost of repairing elements due to speculative permutation, but the gain in scalability from two fully parallelized steps far outweighs such costs.

Once all elements are placed in their buckets, we have |B| independent sorting sub-problems. They can be highly di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAjElEQVQYla3QPQ5BYRCF4ce9RHEbRLS3Ri9hBRaityBbEIVWrEErShGlWuOnmS+RW32FqSY575wzM2RUq9EvUOOCDoY4lAEU2OCKPY54YopXcunjhDS0xSyJ7YiZRD/GJ4Zq3HBPUA8VBnijG/tUvweMGnE7zJNY5LwgCyoDXGOJc0SvYvkzHjlGf6wvXBQTQ3XpTuwAAAAASUVORK5CYII=)erent in size, causing poor load balancing. Thus, PAR- ADIS performs load balancing through adaptive processor reallocation. Further details on speculative permutation and adaptive load balancing in PARADIS are discussed in Sec- tions 4.2 and 4.3.

**4.2** **Speculative** **Permutation**

In this section, we cover speculative permutation, a key technique to maximizing parallelism in element permuta- tion. Essentially, it is an iterative algorithm which reduces the problem size signi![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAeklEQVQYlbXPMQrCUBCE4Y8kSMBG4wHsg9iLhVcQL5DeA1l7FqsU6bTyEILtA8FmH9qYzmmW3X8GZksfbbFBwiMfC5xxwAQDlhk2uIYJdmFSYYU6ZhlgilRgFssCc5zQ5mSPJy544f5d5qdGYYVjVN/Hf2t0uI0F/6U39s0PatqrIbMAAAAASUVORK5CYII=)cantly at each iteration. In detail, we have four steps in speculative permutation which will be explained in the following sub-sections.

*4.2.1* *Partitioning* *for* *Permutation*

The ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAMCAYAAACulacQAAAAfElEQVQYlaXMsQnCUBSF4S/xCQErwUJsJCiIINjYOYOQCSwsXckZnCEzBAS3MEWwt3kPFEIa/+7c/9wz8sseR7zwTscMN5wxQYN5kjM8kMfiCeMQwwoBSxRoUeRfcoot1rhjk2YXeMZZqHFIoZdBGWLhihIVOuxwGXr8gw8hOwxqkzbmQAAAAABJRU5ErkJggg==)rst step is partitioning each bucket into stripes based on the following partitioning as in line 12 of Algorithm 2.

{..., M , ...} = PartitionForPermutation: Parti- tion each bucket Mi (of size Ci ) into |P| disjoint stripes M (of size C) such that the stripes satisfy the following:

Ci = X C

∀i

(2)

p

The goal of the procedure PartitionForPermutation is to let each processor own one stripe from each bucket. This allows each processor to permute elements among its stripes in parallel with other processors, but without any commu- nication, see Section 4.2.2. As a heuristic to optimizing load balancing, PartitionForPermutation tries to solve

min: max{X C | ∀p} (3)

i

As a solution, PARADIS uses (see Table 1 for notations)

C = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAdCAYAAACnmDyCAAABgElEQVRIia3UP0hVYRjH8c+93USkhvIfSJBZJoLSFVpEKttysMFFapa2BDcbBYWWXFxts3Sz1cVBqKC5KQiVgkjQzSXi1vCeS8fTuecePf6W857n5fd9Hp73fd4LstWPCVzDLm7jsInnhIawgSlcRi9eYus0kAm8x9VEfCqC5VKXUPpIyt4dPMgLeoEPKOc11JU03MM2ak18HULjG4Jq+JlivITp2P91dGZleiKcVikWK2HGv+ZXsYS2LFAZi1jAMMbxLKqgvj+LAwxkgepqx6jQi6R68Dv6FtIk9vG8KAhazwOSqpIwmA8LclYrQkPvFgS9LuhP19fz8vyJra9gDitR/BXe4Qc+oi/F8x+ogjfCSPTgGy5Gey3YxFoSlPZc1ISxOMINfBFuMvzCDvaSpkag42hdxadY5jYMYjlpqqSA4hrDW9wSrkg35qNqGyrZuBZ8xiPhGbmZw5MavI/1JhVnNruup8LpnVrxisp43CRR0pMdzAuKZ/x+BtBZPNn6C9CfQ1cquFfGAAAAAElFTkSuQmCC) ∀i, ∀p (4)

to speculatively partition each bucket into equally-sized stripes. For simplicity we do not allow stripes to be arbitrary sub- sets of a bucket, but each stripe must be a single interval. As such, the stripes are delineated by indices ph and pt ,
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Figure 3: Before-and-after by PARADIS Permute by p0
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Figure 4: Before-and-after by PARADIS Permute by p1
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Eq. (3) expresses that the assignment of array elements to the processors should be balanced. There is another de- sirable optimization criterion, namely

min: max{C − X C(i) | ∀i,∀p} (5)

j

which is a version of Eq. (1) restricted to those array ele- ments assigned to processor p. Instead of requiring equality, it merely tries to minimize the di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAiElEQVQYlb3OOw4BYRSG4WdmiGIaRLRTo5ewAgvRW5AtiEIr1qCdKEWUao1Lc/4Q1VS+6iTn/S6ZjzLMUeGENgbYFwHkWOOMHQ64Y4JHSunhiGTaYJqeragZxz3CK0wVLrgmqIsSfTzRiT3l12bDn7otZumZa6BGUBHgCgvUUb2M8TVuTYL+rTckyxNDvHiBhAAAAABJRU5ErkJggg==)erence between the left and right hand side of Eq. (1). Minimizing Eq. (5) will minimize the number of iterations of the loop on line 13 in Algorithm 2. However, that may con![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAdUlEQVQYlb3OvRFBURRF4e96d0YgMSQyBdDB04FMFQrQkCI0YAQ6kMuECvCT7BsICK1s733mzCo+WWGOO06tHGCPDYa4om/jBBd0yQf0FQVLVCzwwliKkjDCFM+8VhPOkTjigVsT+crPscvBDusYz7CNw995AxggEDvD4uSSAAAAAElFTkSuQmCC)ict with balancing the workload in Eq. (3). We prefer the load balancing objec- tive, as it directly impacts scalability. Therefore, PARADIS adopts Eq. (4), which is optimal for Eq. (3) (perfect work-

|  |  |  |
| --- | --- | --- |
| Algorithm 3 PARADIS | | Permute |
| 1: | procedure PARADIS Permute(p) | |
| 2: | for i ∈ B do | |
| 3: | head = ph | |
| 4: | while head < pt do | |
| 5: | v = d[head] ⊲ Keep moving v | |
| 6: | ⊲ to its bucket k  k = b(v) | |
| 7: 8: | while k! = i and ph < pt do  swap(v,d[ph++]) ⊲ v into its bucket k | |
| 9: | k = b(v) ⊲ New v and k | |
| 10: | end while | |
| 11: | if k == i then ⊲ Found a correct element | |
| 12: | d[head++] = d[ph] | |
| 13: | d[ph++] = v | |
| 14: | else | |
| 15: | d[head++] = v | |
| 16: | end if | |
| 17: | end while | |
| 18: | end for | |
| 19: | end procedure | |

load balancing). In addition, Eq. (4) also minimizes Eq. (5) in case of uniformly distributed radix keys (not to mention that Eq. (4) is easier to compute).

*4.2.2* *Parallel* *Data* *Permutation*

Once all the buckets are partitioned into stripes based on Section 4.2.1, we can use Algorithm 3 in each processor p to perform in-place permutation (invoked on lines 15-17 of Algorithm 2). Compared with step 3 of Algorithm 1, there are three fundamental modi![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgklEQVQYla3PMQrCUBCE4c8kiGAT9QD2IunFIlcQL2Dvgaw9i5WFnVYeQrANKBau8LDwNU6z7M7PsENG5de+xAIdbqlRYI81+jhhmgJjnAOENkAVephjELMMc4iuCKCOwwQj7DD7JDxxxB0HPHBNn/upLFAFtI1aK+/+DTa45AL+oBfT8hBsG50vEAAAAABJRU5ErkJggg==)cations in Algorithm 3.

• Since the partitioning of each bucket is merely specu- lative, we check if the target stripe is full (line 7), in order not to overwrite existing elements.

• ph increases (line 13) only if a correct element is found (line 11), which keeps all correctly placed elements be- fore ph .

• At the end of Algorithm 3 all wrong elements in the bucket i are kept between ph and pt, which will be further repaired in Algorithm 4.

Fig. 3 and 4 show the before-and-after comparison of the stripes assigned to p0 and p1 , respectively. In detail, let us focus on Fig. 4. At the beginning of processing its stripe in M0 , we replace the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst three elements with white ones. However, when processing the 4-th element (marked with ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgUlEQVQYlcXPvQkCAQyG4efEgwPFH2wEq8MZrrEWLMS5HMHCWmwsHUA3cA4nkOMKmwQ7Lf2a8EKSNyl8skCDEnc8oYcCe5zwwgwPjHNyiBab4DVumEIf26gNBhjhjCoVbWjKUFQ4oE7FBB12wcvgVW74mp8N4sUOV8xxDL7kof/OG+vuEteh8Ti1AAAAAElFTkSuQmCC)rst fail), we ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)nd out that the stripe for the black element is already full (ph = pt) and does not have enough capacity to accept another one (marked with stripe full). Therefore lines 7 and 15 of Algorithm 3 will put the black element back to M0 , which leads to the con![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgklEQVQYla3PMQrCUBCE4c8kiGAT9QD2IunFIlcQL2Dvgaw9i5WFnVYeQrANKBau8LDwNU6z7M7PsENG5de+xAIdbqlRYI81+jhhmgJjnAOENkAVephjELMMc4iuCKCOwwQj7DD7JDxxxB0HPHBNn/upLFAFtI1aK+/+DTa45AL+oBfT8hBsG50vEAAAAABJRU5ErkJggg==)guration in Fig.4 (b). Even with this failure, p1 continues to process, and if a white element is found later, we simply move the black element at ph to head location, and put the white element to ph (lines 11-14). As a result, the black wrong element will continue moving toward pt and will end up between ph and pt as in Fig.4 (c). In contrast, if processing a bucket encounters no failure, as in M2 and M3 , then ph = pt eventually.

Regarding the black elements in Fig. 3 and 4, we can ob- serve that p0 (Fig. 3) has allocated capacity for 3 black el- ements in M3 , although M0 , 1 ,2 ,3} have no black elements.

On the other hand, p1 (Fig. 4) has allocated capacity for only 2 black elements, while there are 3 black elements in M 0 , 1 ,2 ,3}. Such over/under-allocation is owing to our spec- ulative partitioning in Section 4.2.1, which needs to be re- paired in Section 4.2.3. Note that it may be possible to improve speculation, if the information on the input array is known in advance.

*4.2.3* *Repairing* *Permutation*

The output from Algorithm 3 may not be perfect; there are some elements left in the wrong buckets as in Fig. 3 and 4. Further, having such elements scattered in the bucket makes it hard to move ghi to the best location, as all ele- ments in the right bucket must be before ghi . Therefore, we follow with Algorithm 4, which will have the following out- come: a) in each bucket, all elements that belong there will be placed to the left, and all elements that do not belong there will be placed to the right. b) ghi will point at the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst wrong element in bucket i, if there is any. In case Al- gorithm 3 succeeds in ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)lling bucket i with correct elements only, then ghi = gti . Note that repairing a bucket does not involve visiting each element in order to identify a wrong element, as we scan only the remaining stripes d[M]. (See Section 4.2.2). That arrangement will reduce the problem size for Algorithm 3 during subsequent iteration.

Algorithm 4 is parallelized by processing each bucket sep- arately in a single processor based on the following:

{..., Bp , ...} = PartitionForRepair: Partition the ex- isting set of buckets B into disjoint subsets Bp ⊂ B, one for each processor p ∈ P.

The objective is to balance the number of array elements contained in Bp by minimizing max{Pi∈Bp Ci | ∀p}. There- fore, PartitionForRepair assigns buckets to processors, so that Algorithm 4 can be performed in parallel as in lines 19-23 of Algorithm 2 in a share-nothing fashion. We use a greedy linear algorithm to solve PartitionForRepair; sim- ply by computing the average number of elements per pro- cessor in advance, we can keep assigning buckets to proces- sors, until the number of elements for each processor is close to the average.

Fig. 5 (a) shows the state of the input array after Algo- rithm 3, where each ph points at the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst wrong element. Also, PartitionForRepair partitions B into {B0 , B1 , B2 , B3 }. After Algorithm 4 we will have a repaired input array as in Fig. 5 (b), where all wrong elements are moved to the end of each bucket and gh{0 , 1 ,2 ,3} are adjusted. The e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAqUlEQVQokcXPIW5CYRAE4A94BRIMlAQLGFSDQEGaVNY0oTUoBJqepNcAiecEPQKChAuAalKBLK9mX/JLUIzZTWZmd4YbUEn2El4wQY4HTNHCEX+FsIwV3lHFAesQLvGVfnjELkwlfGMcXA8DyIJ8Qj1mHqYeznH9NxU30UAbF9TQiaxv6GNWxOhgnxTe4jn2V2yKYlfjJnEWhk908YEfDLHACXOMklj3xj8GDBazsrrzfAAAAABJRU5ErkJggg==)ciency of this repairing step depends on ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)nding the wrong elements quickly, and the arrangement of ph in Algorithm 3 is de- signed for this purpose.

*4.2.4* *Iterative* *Permutation*

Once we complete an iteration (of the loop started on line 13 of Algorithm 2), we have a new permutation problem like Fig. 5 (b). This problem is usually an order-of-magnitude smaller than the initial problem, because we only need to permute elements in the reduced Mi . In our example, the new problem size shrinks from 100 to 14. We then repeat Algorithms 3 and 4 with the updated ghi , see line 13 of Algorithm 2, until all elements are placed in their correct bucket. Then we recurse the in-place radix sort on each bucket independently as in lines 27-34 of Algorithm 2, which will be discussed in Section 4.3.
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|  | | | | | | | | | | | | | | | | | | | | | | |  | |  | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | |  | |  | | | | | | | | | | | | |  |  | |  |  | | | | | |  | |  |
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(c) Final permutation then load balancing by PartitionForRecursion : P0 = {0}, P1 = {1, 2}, P2 = {3}, P3 = {3} Figure 5: Repairing and load balancing in PARADIS

|  |  |  |
| --- | --- | --- |
| Algorithm 4 PARADIS | | Repair |
| 1: | procedure PARADIS Repair(i) | |
| 2: | tail = gti ⊲ Searches for w where b(w) = i | |
| 3: | for p ∈ P do | |
| 4: | head = ph ⊲ Searches for v where b(v)  i | |
| 5: | while head < pt and head < tail do | |
| 6: | v = d[head++] | |
| 7: | if b(v)! = i then ⊲ Element to x | |
| 8: | while head < tail do ⊲ Search from tail | |
| 9: | w = d[--tail] | |
| 10: | if b(w) == i then | |
| 11: | d[head-1] = w | |
| 12: | d[tail] = v ⊲ Swap v and w | |
| 13: | break | |
| 14: | end if | |
| 15: | end while | |
| 16: | end if | |
| 17: | end while | |
| 18: | end for | |
| 19: | ghi = tail ⊲ ghi to the rst wrong element in i | |
| 20: | end procedure | |

**4.3** **Distribution-adaptive** **Load** **Balancing**

Parallelizing the above permutation step is one challenge, but achieving load balancing for recursion is the other chal- lenge in parallel radix sort. If there is a bucket that has way more elements than other buckets, it is highly possible that sorting this large bucket will become the performance bottleneck. In PARADIS, we propose distribution-adaptive load balancing. Unlike existing approaches, where load bal- ancing is achieved upfront at the cost of repeated counting and more radix bits [20], PARADIS dynamically reallocates processor resources only after it ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgElEQVQYlb3PPQrCYBCE4cckSMDGnwPYS0gvFl5BvIC9B7L2LFYWdlrlEIJtQLFwhc/GdJlmYOdl2Mn9aoUlWtzTIMMRWwxxwTwFprgGCOsAFRigQhmeRzhCmwUwjsMMExyw+Da8cMYDJzzRpM/9VSdQBLSPWRuf/TV2uHUV9KE38dsQbIotdA4AAAAASUVORK5CYII=)nds imbalance.

In generic parallelization, dynamic resource allocation is

non-trivial, as the nature of workload may not be known and cannot be characterized e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAjElEQVQYla3QPQ5BYRCF4ce9RHEbRLS3Ri9hBRaityBbEIVWrEErShGlWuOnmS+RW32FqSY575wzM2RUq9EvUOOCDoY4lAEU2OCKPY54YopXcunjhDS0xSyJ7YiZRD/GJ4Zq3HBPUA8VBnijG/tUvweMGnE7zJNY5LwgCyoDXGOJc0SvYvkzHjlGf6wvXBQTQ3XpTuwAAAAASUVORK5CYII=)ectively. However, since we are in a speci![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgklEQVQYla3PMQrCUBCE4c8kiGAT9QD2IunFIlcQL2Dvgaw9i5WFnVYeQrANKBau8LDwNU6z7M7PsENG5de+xAIdbqlRYI81+jhhmgJjnAOENkAVephjELMMc4iuCKCOwwQj7DD7JDxxxB0HPHBNn/upLFAFtI1aK+/+DTa45AL+oBfT8hBsG50vEAAAAABJRU5ErkJggg==)c context of in-place MSD radix sort, we can e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANCAYAAACQN/8FAAAAoUlEQVQokcXPLW5CARAE4I9/EgyUBMvDoAgCBSGprCGhNVUVaDgJ1wCJ5wQcAUHCBUCRIJBAzb4E+RxjZrM7M9khIwrBOXxihCdKmKKBE+6QxwrfKOOIdYjmWKapH9iHIYcdhnFL0IUieqgGP8OQ4Bap11RYRw1NPFBBK36boINfsTy8FNtiHPMXNmmRTMgsLGKBNn5wQR8znPGHwcsr78A/TQoWrx7E8fYAAAAASUVORK5CYII=)- ciently perform resource allocation. The key observation is that the run-time complexity of radix sort is O(N). There- fore, the resource allocation can be cast as a partitioning problem de![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)ned as follows:

{..., Pi , ...} = PartitionForRecursion: Assign each bucket i to a non-empty subset Pi ⊂ P. To achieve a parti- tioning of the processors, for any two buckets i and j, either Pi = Pj , or Pi T Pj = ∅ .

As a result, each partition of processors is assigned a separate subset of all the buckets. The key di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAiElEQVQYlb3OOw4BYRSG4WdmiGIaRLRTo5ewAgvRW5AtiEIr1qCdKEWUao1Lc/4Q1VS+6iTn/S6ZjzLMUeGENgbYFwHkWOOMHQ64Y4JHSunhiGTaYJqeragZxz3CK0wVLrgmqIsSfTzRiT3l12bDn7otZumZa6BGUBHgCgvUUb2M8TVuTYL+rTckyxNDvHiBhAAAAABJRU5ErkJggg==)erence be- tween PartitionForRecursion and PartitionForRepair is that PartitionForRepair does not allow multiple processors to work on the same bucket, while PartitionForRecursion does by recursively calling PARADIS. Fig. 5 (c) shows how p{0 , 1 ,2 ,3} are assigned to buckets for load balancing.

The objective of PartitionForRecursion is to balance the workload assigned to the processors. We formulate the prob- lem as follows:

min: max{W(p) | ∀p}

(6)

(7)
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i∈Bp

where W(p) is an estimate of the workload assigned to pro- cessor p. Note that we denote by Bp the set of buckets assigned to processor p as we did in PartitionForRepair.

The estimate in Eq. (7) is obtained as follows. The run- time complexity of an in-place MSD radix sort is known as O(L|N|), where L is the number of recursion levels. In the worst case L = |L|. While L is known statically from the size of the key, L is a dynamic quantity – the recursion will stop as soon as we need to sort a sub-array of size 1. We estimate L = log|B| |N|. Regarding the denominator |Pi |,

since our parallelization of radix sort yields linear speedup, Eq. (7) can simply divide the complexity of sorting bucket i by the number of processors assigned to bucket i.

In order to solve PartitionForRecursion in linear time, we ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlaXPMQrCUBAE0EcSRLCJegB7EXuxyBWCF7DPgVJ7FisLO608hGAbEGz2Q5r8xml2Z2cGZsmgHO1HHDDgnY4FLjhhhjs2SVzhESZowqTCDvOYZQgLDAXqIGss0WObkjd8cMUXr3GZSWTFCl1Ub+O/Pc545oJ/4Ac32Q9qUSt5GwAAAABJRU5ErkJggg==)rst estimate its size |Pi | as follows, instead of ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlaXPMQrCUBAE0EcSRLCJegB7EXuxyBWCF7DPgVJ7FisLO608hGAbEGz2Q5r8xml2Z2cGZsmgHO1HHDDgnY4FLjhhhjs2SVzhESZowqTCDvOYZQgLDAXqIGss0WObkjd8cMUXr3GZSWTFCl1Ub+O/Pc545oJ/4Ac32Q9qUSt5GwAAAABJRU5ErkJggg==)nding each Pi directly:

Ci · log |B| Ci

|Pi | = |P| (8)

Pj∈B Cj · log |B| Cj

where the numerator is the estimated time to sort bucket i and the denominator is the estimated time to sort all the buckets. Then, we can ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgklEQVQYla3PMQrCUBCE4c8kiGAT9QD2IunFIlcQL2Dvgaw9i5WFnVYeQrANKBau8LDwNU6z7M7PsENG5de+xAIdbqlRYI81+jhhmgJjnAOENkAVephjELMMc4iuCKCOwwQj7DD7JDxxxB0HPHBNn/upLFAFtI1aK+/+DTa45AL+oBfT8hBsG50vEAAAAABJRU5ErkJggg==)nd a solution fast by assigning processors to Pi based on rounded |Pi |. For example, if |P0 | = 1.1, |P1 | = 0.1, and |P2 | = 2.6, we ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)nd the follow- ing solution starting from p0 : P0 = {p0 }, P1 = {p0 }, and P2 = {p1 ,p2 ,p3 }.

Our proposed load balancing begins in line 27 of Algo- rithm 2 with PartitionForRecursion. Once a partitioning for recursion is obtained, we recursively call PARADIS to ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAeklEQVQYlbXPMQrCUBCE4Y8kSMBG4wHsg9iLhVcQL5DeA1l7FqsU6bTyEILtA8FmH9qYzmmW3X8GZksfbbFBwiMfC5xxwAQDlhk2uIYJdmFSYYU6ZhlgilRgFssCc5zQ5mSPJy544f5d5qdGYYVjVN/Hf2t0uI0F/6U39s0PatqrIbMAAAAASUVORK5CYII=)nish sorting all the buckets in parallel. Note that in case |Pi | = 1 in line 29 of Algorithm 2, PARADIS seamlessly degenerates into the conventional sequential radix sort in Algorithm 1, by making speculation perfect (i.e., nothing to speculate and nothing to repair) and synchronization trivial.

Consider the example in Fig. 5 (c) which shows the array with each element placed in its correct bucket. If the recur- sive invocation of PartitionForRecursion used the same assignment of buckets to processors as in Fig. 5 (a), then sorting gray elements would become the bottleneck. How- ever, PartitionForRecursion is allowed to assign multiple processors to a single bucket as shown in Fig. 5 (c); this is in contrast to PartitionForRepair, whose result is in Fig. 5 (a). This makes overall workload more balanced and en- hances PARADIS performance.

**5.** **EXPERIMENTAL** **RESULTS**

We implemented PARADIS as a C++ template sorting function based on the pthread library. For cross-platform portability we avoided any hardware-speci![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)c features such as SIMD. We used GCC (ver. 4.4.4) to compile PARADIS. All experiments were performed on a RedHat Linux server (EL5 update 6) with Intel Xeon (E7- 8837) processor run- ning at 2.67GHz (32 cores) and 512GB main memory. For comparison with GPU-based sorting, we used Nvidia K20x. We used radix key length of 1 byte. For arrays smaller than 64 elements, PARADIS calls std::sort. Our sorting exper- iments were for in-memory sorting (the entire input is as- sumed to be located in main memory), but PARADIS can be used as a sorting kernel in external sorting as well. We prepared a set of numeric benchmarks (8 byte key and 8 byte payload) with various sizes and skewness (random and zip- ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAeklEQVQYlbXPMQrCUBCE4Y8kSMBG4wHsg9iLhVcQL5DeA1l7FqsU6bTyEILtA8FmH9qYzmmW3X8GZksfbbFBwiMfC5xxwAQDlhk2uIYJdmFSYYU6ZhlgilRgFssCc5zQ5mSPJy544f5d5qdGYYVjVN/Hf2t0uI0F/6U39s0PatqrIbMAAAAASUVORK5CYII=)an θ=0.25,0.5,0.75) [2,8,19]. We also prepared benchmarks for sorting strings (10 byte key and 90 byte payload) includ- ing random and skewed distributions using gensort [13]. Ad- ditionally, we extracted sorting benchmarks (ranging from 100 to 300 million records) from queries on large retail sales transactions. All numbers in this section are averages of 10 end-to-end elapsed times. We compared PARADIS with the following parallel sorting implementations.

mptl (rel. 11-21-2006) parallel introsort using pthread library from [15] (fails to sort numeric skewed inputs)

omptl (rel. 04-22-2012) parallel introsort using OpenMP ver 3.0 library from [15]

mcstl (gcc ver. 4.4.4) parallel hybridsort (multi-way merge- sort and balanced quicksort) in libstdc++ [11,30,31]

tbb (ver. 4.1 update 3) parallel quicksort in Intel Thread Building Block Library [14]

GPUsort GPU-based radix sort [22]

SIMDsort SIMD-based parallel merge sort [3]
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radix-ax radix sort implementation using an auxiliary ar-

ray for parallelization [18,20,35] as in Fig. 1 (b)

radix-se radix sort implementation parallelizing only re- cursion, which corresponds to Fig. 1 (a)

radix-ip PARADIS without our load balancing (hence, per- forms same as PARADIS on randomly distributed keys)

mcstl, SIMDsort, and radix-ax have O(N) memory complexity (2x larger memory footprint than the others). With 96GB memory limitation, mcstl failed to complete sorting 64GB numeric input with 16 threads in an hour while other in-place algorithms completed in 120 seconds, which proves the criticality of in-place sorting for big data. As GPU has limited on-board memory, GPUsort ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst radix- partitioned the problem on CPU, then sorted each partition on GPU [22]. The runtime of GPUsort includes all commu- nication overheads to capture the end-to-end performance.
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Figure 6: Load balancing in PARADIS

![](data:image/jpeg;base64,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)

**Elapsed** **time** **(s)** **Elapsed** **time** **(s)** **Elapsed** **time** **(s)**

**Elapsed** **time** **(s)**

**Elapsed** **time** **(s)**

**Elapsed** **time** **(s)**

**180**

**150**

**120**

**90**

**60**

**30**

**0**

**1000**

**100**

**10**

**1000**

**100**

**10**

**1**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **omptl**  **mcstl** | | | | |
|  |
| **tbb**  **GPUsort** | | | | | |
|  | **radix-ax**  **radix-se** | | | | |
|  |
|  |
| **radix-ip**  **PARADIS** | | | | | |
|  | | | | |  |
|  | | | |  | |
|  | |  |  |

**1000**

**100**

**10**

**1000**

**100**

**10**

|  |  |  |
| --- | --- | --- |
| **mptl**  **omptl** | | |
| **mcstl**  **tbb** |  | |
| **GPUsort**  **radix-ax** |  | |
| **radix-se**  **PARADIS** |  |  |
|  | | |
|  |  | |

**4** **8** **16** **32** **64**

**Array** **size** **(GB)**

(a) Numeric random 16 threads

|  |
| --- |
| **mptl** |
| **omptl**  **mcstl**  **tbb**  **radix-ax**  **radix-se**  **PARADIS** |

**1** **2** **4** **8** **16** **32**

**Number** **of** **threads**

(c) Numeric random 64GB

|  |
| --- |
|  |
| **mcstl**  **mptl**  **omptl** |
| **tbb**  **radix-ax**  **radix-se**  **PARADIS** |

**1** **2** **4** **8** **16** **32**

**Number** **of** **threads**

**150**

**180**

**120**

**90**

**60**

**30**

**0**

**4** **8** **16** **32** **64**

**Array** **size** **(GB)**

(b) Numeric skewed (zipf 0.75) 16 threads

|  |
| --- |
| **omptl** |
| **mcstl**  **tbb**  **radix-ax**  **radix-se**  **radix-ip**  **PARADIS** |

**1** **2** **4** **8** **16** **32** **Number** **of** **threads**

(d) Numeric skewed (zipf 0.75) 64GB

|  |
| --- |
| **mptl** |
| **omptl**  **mcstl**  **tbb**  **radix-ax**  **radix-se**  **radix-ip**  **PARADIS** |

**1** **2** **4** **8** **16** **32**

**Number** **of** **threads**

(e) String random 100GB (f) String skewed (gensort -s) 100GB

![](data:image/jpeg;base64,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)

(g) Breakdowns for numeric skewed 64GB (h) Retail sales transaction (280M records)

Figure 7: Performance of various sorting algorithms on numeric/string random/skewed inputs

Due to lack of space and because of consistent trends on all benchmarks, we show only some representative results in Fig. 7 where (a)/(b) show the results of numeric bench- marks on 16 processors, (c)/(d) show the results from 64GB numeric benchmarks, (e)/(f) show the results from 100GB string benchmarks, (g) explains the high scalability in PAR- ADIS, and (h) shows the results from a real-world case. We can observe similar trends from experiments, leading to the following observations.

• PARADIS shows the best performance as in Fig. 7 (a) and (b) due to O(N) run-time and O(1) memory complexity as well as e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAiElEQVQYlb3OOw4BYRSG4WdmiGIaRLRTo5ewAgvRW5AtiEIr1qCdKEWUao1Lc/4Q1VS+6iTn/S6ZjzLMUeGENgbYFwHkWOOMHQ64Y4JHSunhiGTaYJqeragZxz3CK0wVLrgmqIsSfTzRiT3l12bDn7otZumZa6BGUBHgCgvUUb2M8TVuTYL+rTckyxNDvHiBhAAAAABJRU5ErkJggg==)ective load balancing.

• radix-se is consistently 10-40% faster than radix-ax even though radix-se does not parallelize the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)rst level of recursion. Based on cache simulations using Valgrind, we ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAMCAYAAACulacQAAAAfElEQVQYlbXOsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIHa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg7/4AWPeg5q190e9AAAAABJRU5ErkJggg==)nd that while radix-se has nearly zero L2 cache write-miss (as it writes where it just read), radix-ax has over 0.5 write-miss rate.

• Ranging from 1 to 32 processors, existing in-place al- gorithms have a speed-up at most 6.5x for both nu- meric random and skewed cases. But, PARADIS has a speed-up 12.5x on random and 10.5x on skewed nu- meric data. For string benchmarks, PARADIS shows 20.5x speed-up on random and 8.3x on skewed data.

• The bottleneck is the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfklEQVQYlbXOvwnCYBCH4cd8IQhp/NOksw9ZQCwcwM4pHMBZrJ3FyiKdhZAhBFtBsbmAiKTzbY6793fcMUD66ldY4oFbP8xwxBYFWix6OcMlQrBGkWOEBuOoKbbLLOQEJeaY4oA6xwtn3HHCE52PGz8ZlCkCe2xwRYVd/PAP3o+XDmqrAJXjAAAAAElFTkSuQmCC)rst level of recursion as observed with radix-se in Fig. 7 (c) and (e). PARADIS en- joys good scaling of the 0th byte permutation (on 32 processors it is 5-6x faster than radix-se) as in Fig. 7 (g), thanks to our speculative permutation.
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• mcstl shows good scalability due to its mergesort front- end at the cost of O(N) memory requirement, but PARADIS is signi![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlaXPMQrCUBAE0EcSRLCJegB7EXuxyBWCF7DPgVJ7FisLO608hGAbEGz2Q5r8xml2Z2cGZsmgHO1HHDDgnY4FLjhhhjs2SVzhESZowqTCDvOYZQgLDAXqIGss0WObkjd8cMUXr3GZSWTFCl1Ub+O/Pc545oJ/4Ac32Q9qUSt5GwAAAABJRU5ErkJggg==)cantly faster and shows compa- rable scalability as in Fig. 6 (slightly better for ran- domly distributed inputs and slightly worse for skewed inputs). This is critical for performance when a system has limited memory capacity.

• Fig. 7 (h) shows that PARADIS outperforms other algorithms on a real-world data as well, where we sort the product codes in sales transactions. By comparing PARADIS with radix-ip, we can see the benchmark is highly skewed (i.e., some products are sold much more than others), yet PARADIS scales well thanks to the distribution-adaptive load balancing.

For comparison with SIMDsort, we scale the results in [3] based on their interpolation to large elements and system di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAiElEQVQYla3PPQ4BURTF8Z95I4ppENFObfQSVmAhFmA/tiAKrViDdqIUUao1Ppr3EtG8xmlOce89/3PJqPPlC9Q4o4sRDgEFNrhgjyMemOIJA5wQYtoWs4Qo0USf4B0PalxxK9FHhSFe6EV+lVLGP4gd5mlY5N7MLgSssUQbcatYtMU9F/AHfQAKYRNAWuoLCwAAAABJRU5ErkJggg==)erences. Real-world applications require at minimum 16 byte elements (e.g, 8 byte key and 8 byte payload); yet most SIMD-based sort implementations, due to limited width of SIMD registers, handle 32bit keys only [3, 17]. According

to our estimates, given 4GB of 16 byte elements on 4 cores, while PARADIS takes 4.6 sec, SIMDsort would take 9.9 sec due to the following slowdown: 1.75x due to key- pay- load tuple, 2x due to doubled key size, and 1.15x due to system di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAiElEQVQYla3PPQ4BURTF8Z95I4ppENFObfQSVmAhFmA/tiAKrViDdqIUUao1Ppr3EtG8xmlOce89/3PJqPPlC9Q4o4sRDgEFNrhgjyMemOIJA5wQYtoWs4Qo0USf4B0PalxxK9FHhSFe6EV+lVLGP4gd5mlY5N7MLgSssUQbcatYtMU9F/AHfQAKYRNAWuoLCwAAAABJRU5ErkJggg==)erences. Also, note that SIMDsort requires 2x larger memory footprint.

We also compared PARADIS with Bu![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAk0lEQVQYla3QPQ4BARDF8d9ulkQioiJRblQSpaBR0Ile4zqcQa1ViBMQjaNwAvHRaGYT5RZeNW/m5Z+XoYSSn7mDAWo4IUcL5zSCG+xwQxt3LLHCAep4YBbEEV7ooY9JhjkyDNEIUoIprrikeMeygmdQElTxKQo347gIn4cfF4G0zAtKhWAd+GOU3obfo1sW8kd9AWhHF03If1MzAAAAAElFTkSuQmCC)sort based on Fig. 7 from [28] where it shows SIMDsort based on [3] would be slightly (about 20%) faster than Bu![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAYAAAB7AEQGAAAAk0lEQVQYla3QPQ4BARDF8d9ulkQioiJRblQSpaBR0Ile4zqcQa1ViBMQjaNwAvHRaGYT5RZeNW/m5Z+XoYSSn7mDAWo4IUcL5zSCG+xwQxt3LLHCAep4YBbEEV7ooY9JhjkyDNEIUoIprrikeMeygmdQElTxKQo347gIn4cfF4G0zAtKhWAd+GOU3obfo1sW8kd9AWhHF03If1MzAAAAAElFTkSuQmCC)sort for 16 byte elements. Accordingly, one can indirectly project that PARADIS would be 2.4x faster than Bu![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANCAYAAACQN/8FAAAAlElEQVQokcXPvwqBARiF8d/3hVKSiTLKpIzCYmCT3eJ2uAaz1SBXQBaXwhXIn4Hl/YqNydme3qfzdhKfqaODInZooIp9GkKCBVY4oYYzpphhkzWVcMEouIcbWmhjkEOKMXLoohyNCYY44pDiiXsc8rhGW4ICHu8jKiFMghvB/UxIfZmvxUyex6ttDFkGr9H8peyfeQFElBhQRogAgwAAAABJRU5ErkJggg==)sort on the tested benchmarks.

**6.** **CONCLUSION**

In this paper, we presented PARADIS, a highly e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANCAYAAAB/9ZQ7AAAAqUlEQVQokcXPIW5CYRAE4A94BRIMlAQLGFSDQEGaVNY0oTUoBJqepNcAiecEPQKChAuAalKBLK9mX/JLUIzZTWZmd4YbUEn2El4wQY4HTNHCEX+FsIwV3lHFAesQLvGVfnjELkwlfGMcXA8DyIJ8Qj1mHqYeznH9NxU30UAbF9TQiaxv6GNWxOhgnxTe4jn2V2yKYlfjJnEWhk908YEfDLHACXOMklj3xj8GDBazsrrzfAAAAABJRU5ErkJggg==)cient fully parallelized in-place radix sort algorithm. Its speed and scalability are due to novel algorithmic improvements alone, which implies potential further speed-up when com- plemented with hardware-speci![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlaXPMQrCUBAE0EcSRLCJegB7EXuxyBWCF7DPgVJ7FisLO608hGAbEGz2Q5r8xml2Z2cGZsmgHO1HHDDgnY4FLjhhhjs2SVzhESZowqTCDvOYZQgLDAXqIGss0WObkjd8cMUXr3GZSWTFCl1Ub+O/Pc545oJ/4Ac32Q9qUSt5GwAAAABJRU5ErkJggg==)c accelerations (e.g., SIMD). Two novel ideas, speculative permutation and distribution- adaptive load balancing, enable PARADIS to sort very ef- ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANCAYAAABlyXS1AAAAfElEQVQYlb3OsQnCYBCG4cf8IQhpojZ29uICIUUGSJcpHMBZrJ3FysLOQnAIwVZQbC6gIJa+zcG933Ff8kmDGndch2WGHXoUOGIxyClOEYIWRY4RVhjHTHFdZiErlJhhgi2WOZ444IY9Hrh4+/GVnzJFYIMOZ8yxjg5/5wUxmg5qZJ8YpgAAAABJRU5ErkJggg==)ciently large variety of benchmarks. With architectural trends towards increasing number of cores and larger mem- ory systems, PARADIS is well suited for in-memory sorting kernels for many data management applications.
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**APPENDIX**

In this appendix, we will derive the complexity of PARADIS with the goal of establishing to what extend it can approach

the theoretical optimum of O(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAATCAYAAACZZ43PAAABMElEQVQ4jaXUvyuFURzH8de9foQUJuRmkQwWZDf4A2RiUFKySGalTP4Ck/wLNgYsktHiR9lvSUaUKIXhHDn38TxX+CzP+Zze3+8553u+zyGognO1WkJn4ntxjNXoa/h+VBPfgGusJXOzaEl8Fcry1YYtLKIZpfh9yYJFCcZwiBPMoCMvGBoLEgzhFOs4wCPO8sDsDkaxjSe84Ra72MBNwWL4KmIPFtCUWaQvJyYtugou662Qo0tCdYcx9cvgTz03Cttt/2OCcikxFexjJPpRTKBbuMIr7OE1ZdNbKKNLONaGUNj5CB5hOo5TtkZpO3dG6AKtcW4EO1m2qJHuhbo8YwDjQjcuZ8GiBDAptPNgPMJtHlQvwRxWcFeHKfyZStj8KTib4A0Pcfzu+wOjgP2fPgBz8TcmFG6OUgAAAABJRU5ErkJggg==) ).

The procedure PARADIS in Algorithm 2 is invoked L times, where L is a constant dependent only on the size of the keys, therefore we can ignore it for asymptotic complex- ity. Lines 1 to 10 of Algorithm 2 can be clearly performed in O(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAATCAYAAAB2pebxAAABLElEQVQ4jaXUzypFURTH8c+9LiHlysDflGRkcq/MDTyAjBgoKRmQBzAy8gRG8gpmTJh5A/8yV5IhSZS6DM6O3XH2deU3Oeus8+2319p7nc3f1I9aPlmO4vPct3VUo/chHGI2wYPbKG7DDbaj3BI6i/i4kljd2MMaOlAKz7ciOGUyjROcYRG9KYO84nbWwwLDuMQ8xlN8vpI69vGCBu5lm7mDu1YrGcQq2qN8GSO/VP6ly1ZWKuJLmMLmHw1ibVTwjOt/mChF8SiOfY91XTadA7LjvcIR3vNsfDpl9AXjHYxhJcCnWAhxzP7QmO8drwbwAl0hV8NBAauSaPMRPXjFBGZkU1t4ACkTmJON/mRo5z4FNjNZxhYemjBI/4Al7LZikDdp4CnEHxKXTgHrE9WrN55CTDQXAAAAAElFTkSuQmCC)) steps, so we will analyze only the iteration of the loop on line 13.

For analysis purpose, we de![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgklEQVQYla3PMQrCUBCE4c8kiGAT9QD2IunFIlcQL2Dvgaw9i5WFnVYeQrANKBau8LDwNU6z7M7PsENG5de+xAIdbqlRYI81+jhhmgJjnAOENkAVephjELMMc4iuCKCOwwQj7DD7JDxxxB0HPHBNn/upLFAFtI1aK+/+DTa45AL+oBfT8hBsG50vEAAAAABJRU5ErkJggg==)ne the following:

• ri = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAATCAYAAAAJdPQAAAABzElEQVRIidXWz4tOURgH8M/7zmBmKAaFvCmkicWEWYhZsJANln6UIiX1FrKYEsmPGntlZeMvkLVZSSRl40fZ2HhLmpQNKTZYnPOaM7dr3rk/TPnW6d7veZ7ne56ee59zDv8R+jJ8K05gGwYwincltYtobcI1TGE1WviMNpbhfTbgCm6iP/IjuFcy0SJaTTzD0sjHMJ7YnmNJGnAID9FI5pZjT4lEi2rtwqP4vh23MJTYJzGRBkzh6BwJbMRwwscxLXyq7pjGvhJak3HABXzCSGLfj6eEMouL/UgcGjgVn+fwCj8T+yKszBn9JbTSPO5Hna+JLetrLR7gpFCVNtYktl9YnA36C4pq7TbzGxxGB+cT+w1cmufaxoRKtecbUFCr20SDkQ/k2GY1WC8M9nappLUFt3PmL+JAlzSwGW9qTOZf4eBCLLJK2JIqo9nbZU68zPCzWJHwdUKH7428lROzYOgk7314i8vJ3HGzG2ZDJqYQqlY2xRDu4IywNTXi83tdC9SZ7E7h9HqMY8IRW1uizFw06sAInuCqcDf4ghc16tdS2R24i2/C0fhRaKrr+FCDfm3oCEfoaeG+0EUT63P8KzVYVbwu6N8qEfMHvwE0PFUFFaxl5AAAAABJRU5ErkJggg==) : the ratio of wrong elements in a bucket i over |N| after Algorithm 3.

• r = Pi ri = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAATCAYAAAAjxAWvAAACtElEQVRYhd3W24tXVRTA8c/vJ95GbSSUmvBW1Ay9dLEJlTARH3zQQCwReoiY7KYUNL0kBKKGICqmghD9Az5JkIIS0RApPlgQCBJS+CJCUDCagTBNPqx9cv+Ox+n8Qg/pFzZnr732be299jqLYCFG3GQqNulkI77F0ziJfvX4DGcxnMqH2IMv8Tfm1JijH+9jCM9h9W36PYr9mfxgansXy6omvZDJg2lD85PcxmuZ/kc8U2OzMA2nsKJCN4D1/zL+I+zE5CS/IQ6yTBtnMCNrW4oXk+50NgduNfplfIy9SZ6PlZm+G6OhD+eER3XDWpxAK2ubiyUVfZfhm0x+CtvFocNuvJcPKBs9hF78gtnCtR/I9LnRn6SxeflK6VSF95xFT7V9lZzEKxPoB7Eo1XdhR6q3sRm/4vHUtgZfF8oy0zGGUXyKrcLgq7dZ+KE0cbmU+UncxFgNAwp+x5+Z3BLPrLj5UVxJ9TbGU30cX6R9X8vaOuwtbnozPse81D4F50XwyenWvadgm05vKZievk+IwJPzCI4KQzeKgFQEvrfFTc5M8nLpJhMv4VLqR3jCcD55YfQLWFVaeE62sYJujG4Lb+mr0K3GhgoDclrCA+aW2vtEsC2eURHI8r1Oy3Tfib/SPzyWBtRlBE/W7PsBjuNgKodwBN8L1+utMKAOz+MPvJW1DWBfRd8tIor/r6gyoA5lD6xFSwSrBf9l8B1mEv5qYJ3zLfGGextYbCJmiF/jpQbW+q2BNTrSWyISz8rkeSK93ZLkckp8T5InPZPxswhuBa/qjKrlROmOU5Wc3E16cADviDfcTt/rTW6iaaMX4xh+wDqRjFybcMQ9Su6qb4qDXiQSnPVuZn8F9417P4vDIn8fx0WRsAzjckN7aJQLeBivi/dbMEl1anrXb7oJuklv6T4l7pobbx97tsG49LMAAAAASUVORK5CYII=) : the ratio of all wrong ele- ments over |N| after Algorithm 3.

• Ei = {p|C = 0}: the set of processors whose stripes are empty in bucket i after Algorithm 3.

• ei = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAYAAAByUDbMAAABVUlEQVQ4jZ3TMUsdQRQF4O/JUwgGjSAYUBIwBFsVLSQBCyvtLAMBCy0kMb9BG6u0KSJiLdhYaKNdupSR+APUIoSgkAiSEMFnMfMe67qzrp5q9+45Z/beObcmYAC7GI7vz/EG5/iHPhxh023ktZ7hOEOo4TASoRMfC4xuaNsShE504RcWcYnPCW4LKbNXOMM7TEazk/htHENFonrCbBqfsIFejKIdX3GK32V/mJ3Za1xgBQtYw5fYxZJwKd0JbXEhgadooKNI25zZFf5UMOvHf8xnai1tDYOYqGDUREc0zGOrHk+buYdZCtu1XCGf5hEhGn3CJnzHjhCVW8nP56wNPUL7y8Jw56JoH7PxOctNInurT6LgAI9ibRjrBVykQ0sI5mP8xQuMCfl6nxKUmcEU9vBSaPNHGfkus7f4gJ938JBedMIlrFY1KjLLbkID30q0VbfmYbgGd+NDHIDVl1UAAAAASUVORK5CYII=) : the fraction of stripes that are empty.

• w = max{Pi∈Bp ri |∀p} : the maximum fraction of ele- ments to be repaired in PARADIS Repair over all pro- cessors.

Lemma 1: ri ≤ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAASCAYAAABSO15qAAABKElEQVQ4jY3TyytFURgF8N/xSkpXkkduDG+GyIS5kanHiJSUUsak5G8wMvEXyFDXSDI0kQETJSUDMVGKgcfgnMtp33OOuyanb39rr7X2d/aOZGME03jFDbpxnMOtwxZ20ZLUszhodPMMqohSayVMNipwgrmC/gQq6YWmgPCCj1QdYSmV6BlPRQn6cYTFJMka+pLeuniopSKBmuswejPEv9H2n0AexsXHWwvdNpNmI2jGZ6quRpjCQIMCnejBXVLf1hplXAbkVXSl6gGcYiOLP4T7IOq1+Hg1LKA95If3oIYO7GFFPPUo+b6HxDyBMfGtPMO8+N/XbebvwYSo4Bzb4rfxiossYphgFPt4wxcecYgdPOSY4W8o/VhGa2AymMP/RRlXRQ4Bfvk/SdYxEpG7jSYAAAAASUVORK5CYII=) (1 − ei ), ∀i

Proof. ei Ci ≤ Ci (i), because ei Ci represents the num- ber of elements permuted into bucket i by processors in Ei . (The inequality may be strict because stripes p ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAjElEQVQYlZ3PIQoCURSF4Y8ZRCcrIiIYXIHB6DpsWgSX4hqMRrtbEEFMtmHArkWbJrG88Bh8xVv//9x7D3/OEb0ULPBGVgcj7HDHA5sYLlBhjCfaMezgihwD3GKYY44hmljjFB7sosoiscAElyA34hMlpjinqi3xwiwltPDBPmwr6zVX2KbScED/F/gC0LwXH8me8pgAAAAASUVORK5CYII=) Ei may also contribute to Ci (i)).

Ci − Ci (i) Ci

ri = ≤ (1 − ei ) (9)

|N| |N|

Lemma 2: ri ≤ ei (1 − ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAASCAYAAABSO15qAAABKElEQVQ4jZXSzSuEURQG8N8wPmLhazOYlJXsfGTjD7Cyk4+dlJRS1qTkb1DKxl8gWYmVZCUbLFiLyMJmSg0LWbzvmNedeafxbO495zz3nOfe+2RUxzCmUMADunGSwq3AJnaQjeNZHNR7eBqnyCRyHZiM9xMYqtXgDHM16oPoSiYaAsI7PhNxBovxuoZbfAsISeSwh2MU0YMjvMW1V7Tgq9Y10jAeq1sNFcygs84mzcH0qyxG0Fdng1a0i94KnkqFPG4C8kqgrBfnWK/GH8BjIm7EPTYSuYVYwR9++I0ltGEXy6J7Z+K1GBLTGoyJTHWBeZEbKw5T9nuIIVxiS2TtAq6rEUMFo9jHh8hxLzjENp5ThqH8KDksoSkY0p/C/0Ued7UmBPgvPx0/a/oyuM1qd+EAAAAASUVORK5CYII=)), ∀i

Proof. Consider any j ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANCAYAAACQN/8FAAAAkUlEQVQokY3RMQ4BYRAF4I9spRGNGziBG7iCRqdUCedQOIMTqNxDJToFJ1DIEvw0/yabTXb/neQl82bem8xkqI8h5gXpNgj3uDX0waiNCM4YV4sb5CW8EGL+wBI66KFfMh4xxSUa7nhm+EQ3THDFKfIQ+2CLXw2+WFV3neGQujLDG4OUcI1dk6D4TMAiNa1V/AHdpyNM4eY1BgAAAABJRU5ErkJggg==) i. In the bucket i, any stripe p ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAkklEQVQYlX3PPwsBcRzH8Vd36TIzSMpgV4YreTAsykPxGIxGD0RKJqTOlZ3JyMTyu7p057t9vu/P98+H+tqhUwebeCEqNwfYIMMDpzKcIcco6CdaBWzjhjjoHu4FjDFFHwlSLLHHG3lUMibhuRRHNMonsmCa4FAVa44zLhjXZR/ig2vYuPo1LLCum4Ytuv8MlfUF1aoYSwtdLBAAAAAASUVORK5CYII=) Ei still has capacity to receive elements, and therefore any p ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOCAYAAAD9lDaoAAAAkklEQVQokaXPsQpBcRQH4C836c4MkjLYlUHJw7Aoj+IZjEYPIiWTK3UpO5ORieWfbjf3GpztdL5+5xz+rA2aZSDGA5X8oIsVUtyQ5MEEZ/RDf0c9Cxq4IAp9G9csiDBGBzUMMMcWz5D+OSwKKA5wj2p+XRrgCLuil6c44IhhEYIeXjiF5MU3NMOyLAXWaP1ChfUGtGgYS70/HbkAAAAASUVORK5CYII=) Ei must have successfully permuted from bucket j into bucket i any element d[n], where n ∈ M and b(d[n]) = i. Therefore in bucket j, any element still left belonging to bucket i must be in a stripe p ∈ Ei . Thus

Cj (i) =X C(i) =X C(i)

(10)

(11)

P Ei

≤X ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAbCAYAAACa9mScAAABhUlEQVQ4ja3Uv0scQRjG8c+d5+WHnDGBhDQBBYuAqChRg6SxSkLSSYo0lumVlP4JgoiVjYUhhSDBShvFRiwUbAwWYooQCKS55iCFQpJid8nknDvXM0+z8+68z3feeXdmaa5SMC40SopNdGIGNfxAGWfowNIli4J+bKEveFfEHsbyACr4gqeRuVncygOZxo74Fit1cVsYFIPxC2zgdwRSiyzYG4OU8S0CGEZ3EE/gCKcxyHpqCHUbI/iaxgPoSnNvZEnh/kuYx4nkC3XjPtbwM8i7i+9yNrqRprDaqvmBpB+f8axVSA8W8bZVQFMVJA1cuQZj+f+UEuj9FfPLmSc8J+doD+LnmMQQqriHQ3zAruQ+Ves8ztNnAXMYxyj2JSe7C+/8vVuVwHMBUpYcdXiDj0FOMYX+AwnvTqYzHKTjobT0TI9wHPFcqCRTAdsYxB28lPwCbtZXUtJYFTzEY7zGJ2w2qyJWySQWLlmkYWNJtrKOJ9eBtOFVE0AuSB5FP/HeFSG/Ms8fSbVC4cCIff8AAAAASUVORK5CYII=) = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAcCAYAAABh2p9gAAABqUlEQVRIibXUvWsVQRQF8N/GGALy/CJFiogfINhJQC2SIjZBJEKKIIgiCIKtCP4LgoWNYCVYia1oIalSBIIERZsQO7ESYorYSUgwWsysb519u/uerKfZmd17z71z98zhP2EE99vIz+KLDrawP+4zXMddvMYGDmIKy3iSEKb5OthNgk7ie6ye41AskuJP/lDNMWbwFjs4gAn8wIeanFrCWXyNz0f4GbtYKeSW8qsIhzGNN/gWiTaTmBu4WNVNOsN8fqOFPczHYidws9BQ4wxnsIrtuP+C4xjDHq7haSRq7HAOa1jEbdzBA3zGeIw5JcjkSMUJe8qmDrewLmi1FUK68/0rP5/hnqC5QbBdWP9Lfn/I8AynW+J72BJPNQa1sJLtZUnAroIF4RIWMCno7ig+4rlwp0u2lSKXTiYYwhQu4J2giMOC0H/FuEa55R9HcD6ur+JFIWYoFuhJWHWXd/A+rid1LQuO4VNdV706zJFhCWcFt76Me7q3pNThcEOBjmAIZ3AFLwXT6Btphwt43FCwr59COO4rnGuLcJ/gjXUYiLAfNMpmUAsq2dZvIP1Z7i2FOlAAAAAASUVORK5CYII=)Cj = ei Cj

Ei

Then, using Eq. (1) and Ci +Pj ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAKCAYAAACJxx+AAAAAYUlEQVQYlZ3POwqDABRE0YMELF2oC7ANljbWQkpxIy4hKwlBRVFioyDiB3Jh4A3M8Bj+IECxNXue+Jy1I/T7YonfgWJ4oMV3uUM0GDGsgQpv5EjQYUK9fZMhvZr2Oll0zwzd6hTqnKzRYwAAAABJRU5ErkJggg==)i Cj = |N|

Ci − Ci (i) Pj ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAJCAYAAAAPU20uAAAAb0lEQVQYlZ3PQQqCYBiE4QcRAo/RyhN0n9YdIHAVLd24DlyKF/EI7btDRAWR2Ob/QUJdODDwvTAM37BCCS5j+NcJ9wgpdsgDZyiwxxY3aDBM+BAbXniEe4MnvvjEQIsrKhzxRo9u/FiJ89K0emaRHwCjFieh8Fx+AAAAAElFTkSuQmCC)i Cj (i)

(12)

(13)

i = =

|N| |N|

≤ ei ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAfCAYAAAB3XZQBAAAC6UlEQVRYhe3YX4hVVRTH8c+d0RzGP/n/DypK6Eylkr0oYqKIQYX6MBAKkSA6YIRGEYU9WIZW+CCSPpQIERSY4EvQQIVPkaBPQogIBhZBJP4vRUWsh3UOc+fMuefO9Z6ZoegLB+5ee6+911l7n99Z91QE7+INfIL7emnFNMzCYoxGB34zuMzHElzFd5iH87UGt+MUdhZMOAa78Fp5MfZjIY6iC2MxFx/h23qOHfgdq+qMexEtzURYg+fxIyZm7F3iBuqyARcxo9Sw6jMVV/B0Tt9TWDmQSSo4hB6MKC20+uzESSXsaDtO451mJ2qAHuwZwLiZmJM28u70Nj4V2zhUPMAfOfYx4iinPIZH00Ze8IuENB4e4MJ9spGhRSQiZbIQhixfYrk4tikVbMT3SbsLy3C2evJqpmErPsTfNQIamWn3yUaG93Cjqj0HU3LGfYULyfhFQvG6k8CvCp2/ibcwKW+hNnysv1RV04rX9d50VzJha9Jegk3JtU288F4WN7gYe8UzVYtJIruTc/oeSebLJk9LMvH8gomfwNciI0Q21uCykDr4QuxY9noVO3AJnQVrFLEUZ6oNqRy+hPXiDVdNBePEcZotHuY0+Av4FeNxLbHdxp/JvKNwS2TrHr7B/qS/ESZggdjxgw36FpLNxipsFwG/KTK+DY9jHX5J+huhA5/pe1ybYgKewXFsyfTtw/s1/NrKWLxZirJxJMf2P1kqQkV6hjuQh6BIGf/7tOHnHPtKIZXVVHBASGV3ge+Q0a5/GTE6sa3L2GfgFb31S57vkJIXwAL8hGMZ+0ZMr+PbEIMhafPwNtbqW7BNEeVBaQxG8LNxQpQPLyS2Ubgj6vbSKDv4VhHkXfEZpVuvHJ8rea2myZ7bTjyX/B4vavAnsVl8yijybZiyM78CPyS/r+NzUWqPxV8lr1Va8LuEuowTZXDKbqwWmj6ssphHuvXP4gOh8Vk6xb+gWr7DRjMBDPuZf+DhP7o24/vv5x+VpIOintRN3QAAAABJRU5ErkJggg==) = ei (1 − ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAcCAYAAABh2p9gAAABnUlEQVRIib3Vv0tWURzH8ddVSLGfVEZFv4byIQ3KWUQQgpRcXMpRqKGh1gghKCgcG13bQvoHHGoJXR0cXAwpIigIpB9QQ08N5yiP517vfZ586D0dPvd8Pvec7/necztVcwFjOIV19OFLE74cl/ACk9iPc5jFwr+EjWERhxN9Moa2xDFhS4MFzy5jpNXAB1hCR8W8o0I9t1FkGsZr1CsCz6K3mcA6PhXo+3Ajjq8I9VyueCmYEk43a9Ay3BIOqQP38Bm11JylQjQ8xm+8xBGhVgt4F+ecxHucwcdmVlnFRAy/246wTbrbGfb/yDAjnGA7GGpTTp5uvC3QR9CVaBme4RtuRy3n7cGfRNsbtYlEP4E7tvdw6i0MHMAK5hP9Jo4n2pa37EY5j/u4joMNeq/w2RVSFngar7CG8ah14aeSm2inwM5o/IU5ofgZLmK1ZBFbpDWs4VocH8JX9GNa+L+kVNZwGG/ieAPP8SSGfS9bWRr4UDjVA/jRoD/CqNCvuRYpYnPLV/FU6MGUGvbs4G+qD1shV8M6PuwicDfecv4CLXRFiTkRV6QAAAAASUVORK5CYII=) )

Theorem 1: ri ≤ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAPCAYAAADHw76AAAAAh0lEQVQYlX3OMQ4BYRDF8d/KNiKhFIVERLF32KhJHME5uIErKHVu4AIKpUapcAiFRkHzfbEZ4SWTSd7/5c3wUQeVoDE22GejlfYNB7wi+NJPkDXCNlXO/yYLrDAJ/rrEFfcAnrFhiEE02zhj0Xy3wBLHnMpglsxHBmWaGn1M0cWpeaPCBTv03hPfEVU0MOjjAAAAAElFTkSuQmCC)

Proof. Based on Lemmas 1 and 2,

ri ≤ min( (1 − ei ), ei (1 − ))

Ci Ci

|N| |N|

Ci Ci 1

|N| , |N| 4

(14)

(15)

= min( ei ) − ei ≤

Eq. (15) follows because“min(x, y) −xy”achieves maximum over the domain 0 ≤ x,y ≤ 1 when x = y = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAPCAYAAADHw76AAAAAhklEQVQYlYXQMQ4BYRAF4A8bCtk7iEqv1jsFve10otY4gBu4gcQRVK4gUYqGUkVhls0vGy+ZTPLem5eZ4YsuBhL0scK2JJrRT9jhmQo/qBVK9LCJyPE/sznuSU1r3a3oDYyQ41rdaokbhtiHERTeL+nggnYavcAMsgo5wSEmPoev8cAZR2Qv6BkVsT6Ns2wAAAAASUVORK5CYII=) . ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAJCAYAAAALpr0TAAAAO0lEQVQYld3KMRWAIBQAwPs6sMhEU6NQiAoE8NmADs4O/gDefIGJ8O3AGVhoSey4tiS8/CruqBjJKbgf1tsFgCFkCF8AAAAASUVORK5CYII=)

***w*** **(e-5)**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | | | | | |
| **16GB:skewed** | | | | | | |
| **32GB:random** | | | | | | |
|  | | | | | | |
| **64GB:skewed** | | | | | | |
|  | | | | | | |
|  | | | | | | |
|  |  |  |  | | | |
|  | | | |  | | |
|  | | | | |  |  |
|  |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAHCAYAAADEUlfTAAAAVElEQVQImW3OuwmAMAAE0OciglaiOI5LOIhLuIKLWQgipPTTJBDFg2vux/FGi8IPJtyYv4EJIZohDwxRzHlhhBobzsw80KfZCmts7Oi+h0osaJLwALHhFU9i+9HTAAAAAElFTkSuQmCC) **16GB:random**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAHCAYAAADEUlfTAAAAWUlEQVQImX3MsQ1FUACF4Q93ArXiNlYwgtIGFniJkjFsYAgzmEZjBZr3Xm5C/MmpvuRkqFG5twd8MGBLoMEacGLCnGCPNn+4+/eKARnid78iioADI7oESywXAUoJK9LMuk0AAAAASUVORK5CYII=) **32GB:skewed**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAGCAYAAAAPDoR2AAAAV0lEQVQImW3MPQ5EYAAE0McX9SZKF9BoxQE0LuMS7qV0HAWJn45iydrES6aZTIavAj1GDKiuXoYZxyML8oAWNYKfGFGMDxL/AlIosb7cNveyxYYJOzpEJ8MtEhHoyZgJAAAAAElFTkSuQmCC) **64GB:random**

The complexity of each iteration in PARADIS depends on two parts: PARADIS Permute and PARADIS Repair. While the former has O(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAATCAYAAACZZ43PAAABMElEQVQ4jZ3UzypFURQG8N+5/oTElQEiE8kUmRt4AiNmUlLyBEp5CCN5BGYMMJOhyUXJVOmOUaIUBmdfdzv2Udc3WWuvvrXW3mt9bVrDIKbjQCXYMdQK5HVUo/MIDjGf4o/jPjq34RZbUWwZXUV+RRo92MUaOpEF+1YklhWYxSnOsYT+VDK0lxSYwgW2cYJnXKaIxRvMYA8v+EBdPrgdPJQ0Q3Mow1hFR6HJaAn/G2O4/qtDAd/8DHfoayE5xsY/85rIIr+mKdMZueKG5Ou7wRHe5dc/bnDjLQwEuyMf0kognmEx+I2cAQk0ploNpCt0h9g09oP/YwMpIT2iF6+YwJxciZuprmVKXJBLeTI8oV7CSz4BDuSiSuGXiIoFMoVP468C8Raegv30+3OJ8RFxfQF+nzfTy8jBdwAAAABJRU5ErkJggg==)) complexity as N is evenly divided to |P| processors by PartitionForPermutation, it is pos- sible that PARADIS Repair su![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgElEQVQYla3OMQ4BYRDF8R9WFJolG6WtsbWEOziEwqlcQRR6Z9ArRSlqFZr5mi18jX/1MvPemyFDp6XXqHFFH1Uvll3sccMJZ7ywSOkRLkiBA5ZQRPU89AyfCNS4J0OJIcZ4Y4AqZmDSOnHEKj33k6yhCNMOU2zwRIMtHrmCP/AFSnEP/QAMecoAAAAASUVORK5CYII=)ers from unbalanced work assigned to di![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgElEQVQYla3OMQ4BYRDF8R9WFJolG6WtsbWEOziEwqlcQRR6Z9ArRSlqFZr5mi18jX/1MvPemyFDp6XXqHFFH1Uvll3sccMJZ7ywSOkRLkiBA5ZQRPU89AyfCNS4J0OJIcZ4Y4AqZmDSOnHEKj33k6yhCNMOU2zwRIMtHrmCP/AFSnEP/QAMecoAAAAASUVORK5CYII=)erent processors. This can happen when one partition is left with many more incorrect elements than the others. The complexity of PARADIS Repair depends on the maximum number of elements to be repaired by a single processor (i.e., w).

If we let T(N) be the complexity of PARADIS, then Theorem 2: T(N) ≤ O(|N|(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAARCAYAAAACCvahAAAA2klEQVQ4ja3RMUoDYRCG4SdBEIlgUmkhi0QEyw3YW9ik9QQewEOkyhVsrK1SaqNeQrEPpLHWSkEwKXYW47q7ISZfM8PP+83MP0O9WjhewJSqiyFuqoBmjXmMO0z/Y16olcx1OsCVbPz+2qs3sBnVl9Xjyp1zPSGNvIdT7OITL7jFF/ZlJ0znt92JOECCi4AecB452YU6CppEbAfwjK14S3EdeZKzGyVfecM2PnCIE+zgsgiWmeEM9ziKsV8ruD9jwwh7FVxSYH+ZG362Xmue3/Z7xKnsbFX6ztkZAnIjs7S87/AAAAAASUVORK5CYII=) + w))

Proof. Without loss of generality, we let r and w repre- sent their maxima over all iterations. Then

T(N) ≤ ( ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAdCAYAAABIWle8AAABnUlEQVRIibXVvWsUURQF8N8m6yZENIkQEgMWfkCIaSzSiQYEIQS1SRPsBBUsrbQKpNBOCaRJK/gBNvoP2GgRSKsQCAqCgmIhogmoyGrx3sIw82aSXTenepw359zLvffdIaAf7xQxg74cV8MyfuBaSjuAvznR/shdzPGHcSOaJrUpsym8xtMcv4CxlLZHOU7gFi5gMMOP4EtKUGV2BC/wFnOR68NPNNsx642iX1gVCl3DJDYqEkCxZhOYjechfMdJXMGBMm1ZZmfwKp6/4QHuRKOtsozyZotC9w5iO8Mv4ZwwU/muF9BK9TzuCjOWxwQaFdpyog0UatbExw7N/kdbjprQuaEueG3XMY/jXTD73AWPNMp2Wkea7HgM4yZWIncPz/EJaziW0CTN6niEQxjHB+yL3zTwDA9TZqm32cR1fMVRbOJPvPuNl3ifyqbMrPUuT2E9E31AWEP3U2b1FJnBaTwWtu40RnE7Zl2JfDEbeCPstavSs7hjA1o4iyftJFD1D7gsdLUjZKP04NIOwQqZ7epit2bZyJ3spb3ZZfAPySxaG/iJgHIAAAAASUVORK5CYII=) + w|N|) + r(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAdCAYAAABIWle8AAABnElEQVRIia3Vu2tUQRQG8N/GuAkRjQoSFSx8QIg2FmlEVBCUIGotdoIKllZaCRZJpwg2toIPsNF/wEYLwVZBEAUhgmAh4gMS0azFzMLd2ZmbfeSrhm/4vnPuOWfOJWAcH3XjGMYSroE7+IlLkevQTqCViDZE7kzC78CVaNpGhzZndgBv8CThz2F7wrVgRBn7cA2nMVnht+FrTlBntgvP8QGnIjeGJaz0Y7YuipZxTyh0AzN4V5MAums2jbl43owf2I8L2JjR19bsCF7G83fcx3w0+lXKKDW7IXRvE35X+Js4Lsxj2vUutD/zBBaEGUsxjWZBv+qc9YOOmq3g8xBmw2jzaGBWeG/DojWKkzi0Bmb/1sAjj9JOG0hTHY8tuIq7kbuFZ/iCV9iT0RTNHmIrdmIR6yPfxFM8yJmV3uZlfMNuvMffyP/BC3zKiUpm7Xd5EK8r0SeENXQ7JxotmLVxGI+ErTuLKVyPWdciLWYTb4W9dhF7e9AUL47icT8J1P0DzgtdHQjVKCM4u0qwrsx6uujVrBp5kJ027B4s4z8zYVcLdtJsiwAAAABJRU5ErkJggg==) + w|N|) + r2 (..) + ... (18)
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Figure 8: w values from numeric benchmarks

Corollary 1: r ≤ 1 − ||

Proof.

r = X ri ≤X ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAcCAYAAABh2p9gAAABo0lEQVRIib3VO2gVQRjF8d8aMMY3xoiKr0K9JBHUUiEEBMGIadKopaCFhbZiI0QwWKa0tROxFiJoI6YKWFikSQiKCAqiiIIWXi1mYjZ757pz8eKpZs/O+e/sN68e9TqEMezBEg7jE35lZFfpCB5gAptwAHcxgzWdwsbwAtsq/kSEdqQd+IjjiXdHMdop8CZm1f/WdqGeq5QKjeAZmjXA/RjIATbxPuFvxPnYPibU82XNR8FFYXaLklfgspVJuo4PaFTDRdWIo76Nn3iEfqFWM3gd++zGG+zDu5xRiqATQvGrGo/wa7mwHK3rJuz/qUAfnnSJ97hLnO6pgeGyUd4pi21Co+iteAWmMYeTwoy35FMH5oboj1f8XbhqZWOsT+VTwGG8wsOKfwE7S89/gHVH1EHcwDlsKfkDwl5uUR1wL55iAWej14vv2hxvfwP2xOAP3MMVoWaDmK8ZCFpr2MCZ2N6KLxjCJeHSKiurhiN4HtufcR93Iuxru1AKeEuY1c34VvIncUpYc1l38nKn05gS1mBVDaxN+NnrMFfJGr79B2BzOf8buORHSx2iB0kAAAAASUVORK5CYII=) − X(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAcCAYAAABh2p9gAAABpElEQVRIib3VvWsVQRjF4WcTMMH4hTFBxa9CvZgIaqkQAopggmnSqKWghYW2YiNRUCwtbe1E/AdSaCNJJVhY2CiiiKAghBBBC68WM7nczE723tXoqYaze347874zs7066wAmsAvvcBBfu8iVdBiPMI2N2Id7mP0T2ATmsDXxpyO0loaFJR3LPDuC8brAG5hHT8U724RalpQLjeEZmhXAvRjqFtjE54y/AedwVKjly4oPrtAFobtFm1fgktCka/iCRi5cZLwe3MZPPMGgUK9ZvMdOfMAefOp2liLouNCAdk1F8NU6sE7qX0vY/1WBGZxaI17tU/RP1cBoai6flH68zYTG0Zd4Be7jBU5Er5Rdj1+JNxC9qcTfgStWHoo0mwWO4hUeJ/55bE+8VrbqitqP6ziLzW3+kHCWs6oC7sZTvMFk9PrwXcXVthqwNwZ/4AEuCzU7hNcVk2gprWEDZ+J4CxYxgovCDytVxxqO4XkcL+Ah7kTYUtXMUuBNoaub8K3Nv4WTwn4tbZGclpd8GneFPZiqgXWr5Lvah3VUqmETH/8C2Mr+BuIrRdF0FgjAAAAAAElFTkSuQmCC))2

(16)

i i i

which will be maximal with Ci = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAATCAYAAAB2pebxAAABMklEQVQ4jaXSvSuFYRgG8N/xFWehlMhJslixGWRXShkok5LJP3BK+RMMJoPYLBYlHxvOyCDKfkoKi49EkQzvweP1PjpyLc9z3891X/f9XN38Da3oSydrgvtJ6m0WLUHcgQ0MV+JCRo1ycK/FOYpBbhKNQdz1URNOEiKPJcygAbnK+ZxFjokMYA8HmEBzTADqIvlelDCPXdzjKCaSnqQfy3jEGy4lZi7gIiYSoox2TKM+1agzg/9pbIjTajoFKHzU5NCE9T8KhCjW4QVr/xC5ygVBAVu+1rog2ZNbPOEBmxLT09xPpI3K4UxiNoxhP4sbWzYSr/K4QQ9GsJJFjC0bDOIa42jDK3Z+4f8cEYuYCuJDjGZxY98Zwhy6K+cqjrGdRY59p+T71v6KcJI33FVZ9437DvCyOeTANg8QAAAAAElFTkSuQmCC) , ∀i. Thus r ≤ 1 − ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAcCAYAAABoMT8aAAABG0lEQVQ4jd3UvS5EURQF4G/GGH/xE4nXIDKdEIlQiEyjUExkWtGqNKLxEB5Ap1cJEhqNB5AohEoUGiIhKO4hM9cc9zKqWckt7trr7L322ecc2kRXhB/CArbxgstYgmKEf8VFKNDzk4NShH8KXyZiDnKjAxLENnEEdVRQDoX28d5uwU5EASeY+uP6zf+z0i56cdXwX8C05CaWMYNVjEb0+jUfkmU8YA5bWMEhDtL62Em8Rjeq2AjiEiZjLaQd1PGIsRCrYT0kbdLHLtM49jCBc+zgXvK8ZToo4AjzDfElyTNXiThuIgYkO9zXEC/iDIt5WpjFaYobxg2O0+JWU6hhUDKJ3aC5wxqeW+i/tZAHmVPIjc8Eb7j9xbov/QcnYDOe6qRFmAAAAABJRU5ErkJggg==)

(17)

|  |  |
| --- | --- |
| = rt (  + w|N|) = ( + w|N|)  By Corollary 1,  ≤ |B| which is constant. Hence  T(N) ≤ O(|N|( + w)) | (19)  (20) |

The above proof does not rely on any bound on the num- ber of iterations t. Nevertheless, since repairing stops when |N| · rt < 1 (i.e., less than a single element left for repair after t iterations), we can state the number of iterations is bounded as follows:

t < − logr |N| (21)

Corollary 1 then provides a theoretical upper bound on r . As w and r are the worst repair load for one processor and

the total repair load over all processors respectively, we can use the quantity w and the relation r ≤ w|P| for practical estimates of the number of iterations.

Since w does not scale with |P|, understanding the im- pact of w on various problems is critical. Fig. 8 shows the w values on the benchmarks in Section 5. As w represents the maximum percentage of elements requiring repair over all processors, w serves as an indicator of how good our speculation is (when poor, w increases requiring higher re- pairing e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAiElEQVQYla3PPQ4BURTF8Z95I4ppENFObfQSVmAhFmA/tiAKrViDdqIUUao1Ppr3EtG8xmlOce89/3PJqPPlC9Q4o4sRDgEFNrhgjyMemOIJA5wQYtoWs4Qo0USf4B0PalxxK9FHhSFe6EV+lVLGP4gd5mlY5N7MLgSssUQbcatYtMU9F/AHfQAKYRNAWuoLCwAAAABJRU5ErkJggg==)orts). For skewed benchmarks the w values get larger after 16 processors, because the largest bucket can- not be repaired by multiple processors and the buckets are more fractured. Nonetheless, we can see that w values are very small regardless of size/skewness, and get smaller with larger N (as only a fraction of N needs repair). This is what makes PARADIS highly scalable for big data and leads to Corollary 2.

Corollary 2: T(N) converges to O(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAATCAYAAAB2pebxAAABL0lEQVQ4ja3UTStFURQG4Of6CsnHCLmZSKbInPILmDBQUjKRjJUy8guM5C+YoTCRDE18lLmSDFGi1GVw9mU7nS3inZz1rt717nPWWmfziTNfsYD2iHfjCMuBlwtqXEdxLa6wEuWm0Rjx3mpNTd4poBkbmEcDSuH5UiROmQzjAMeYQlvKAOoS+QGcYBX7eMRpyiT/JkPYxBMquMU21nCTMolxjS7MoT53UE+B/qOxMS5+clKEcrWmhFZM/tIgxnadbJxjfzDZK0WkjF0MBj6EUXTKxnuJHbzmtfF0atAR4jVZ42aD+BATIc5rvyDudnsQnqMp5AaxVaBNLts9WvCMPozItnaxSJwygXHZ6veHz7lNCb8zmcES7r7RIP0DlrD+E4O8SQUPIX5TcOEktP+Dd5pwN6yCH1p+AAAAAElFTkSuQmCC)), as w goes to 0.

Proof.

1 |N|

lim O(|N|( + w)) = O( )

(22)

w →0 |P| |P|

***ph0*1**

***ph0*0**

***ph1*0** ***pt0*0**

***ph1*1** ***pt0*** **1**

***pt1*** **1**

***pt1*0**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
| **N/4** | **N/4** | **N/4** | **N/4** |
|  | |  | |

***gh*1**

***gh*0**

***gt*1**

***gt*0**

(a) the worst case for PARADIS in the 1st iteration

***ph1*0**

***ph0*1** ***pt1*0**

***ph1*1** ***pt1*** **1**

***pt0*** **1**

***ph0*0**

***pt0*0**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
| **N/4**  **N/4**  **N/4** | **N/4** | **N/4** | **N/4** |
|  | |  | |

***gh*1**

***gh*0**

***gt*1**

***gt*0**

(b) the worst case for repairing with r{0 , 1} = w = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAPCAYAAADHw76AAAAAg0lEQVQYlYXPuwlCURAE0OMnEUFDI0GMXgnCw1jBEqzHFgyNtAMbMDA0sQCrEDPRwLt4ufJwYBl2ZtgPX/RRKTDFBocQ2olvOOJVGj9oNAITbNPI5b+wGZ5F7RvTnaIf+zx6z8UeLljl57awxilSYSyS+Aijm7jGCHMMcM53VLhih+EbdBsTL0u1VVAAAAAASUVORK5CYII=)

***ph1*1** ***pt0*1**

***ph0*0**

***ph1*0** ***pt0*0**

***ph0*** **1** ***pt1*0**

***pt1*1**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  |  |  |  |  |  | | **N/4**  ***gh*0** | **N/** | **4** | **N/4** | **N/** | **4** | |  |  | |  | ***gt*** | |   ***gt***  ***gh*0**  ***gt*0**  ***gh*1** | **1**  **1** |

(c) the ideal case for PARADIS in the 2nd iteration Figure 9: A pathological case for PARADIS

Fig. 9 (a) is the pathological case for PARADIS, where M0 and M1 are for white and gray elements, respectively. As you see, PARADIS Permute cannot permute any ele- ment, which creates the worst case for PARADIS Repair as in (b), with w = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAUAAAAQCAYAAADedLXNAAAAg0lEQVQYlW3OMQ5BQRCH8d96rxGJTlQSUb07yCs0VM6gdw9H0ahVOr0D0HALlXia3ViyXzKZzJeZzJ8vAzTZbIYd9tCL8o4julz+UJRV7FNsscCttChgHeMkuhpLjDL5Dn+XE7yqTPRxwjXJgA2eeKScK5yjVMeaY4wWw/xRgwMuxfAfkaoRp/zrVq4AAAAASUVORK5CYII=) . Fig. 9 (c) shows that PARADIS Repair e![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANCAYAAACQN/8FAAAAoklEQVQokc3Pu46BARAF4O/nd0k0i0SLRiUK1YpEuc0maFSKrdeTeA1KvSfwCAqJF6CSKJQuxY5kS6XTzGTmnDNnsv6QYIAe7shhiDIOuEIGC4yQxx7LIP1iHmYq2IYgwQafsWugBSnaKEa9h6CBS7ien8QPlFDFDQXUIts3mpiI4Q7ZOLdGP/ovrJ6PvISXiSlmqGOMEzr4wRFTdP9FeWs8AO8VFq8ZkOarAAAAAElFTkSuQmCC)ciently shrinks down the problem for the second itera- tion, in spite of the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANCAYAAACUwi84AAAAgElEQVQYlb3PPQrCYBCE4cckSMDGnwPYS0gvFl5BvIC9B7L2LFYWdlrlEIJtQLFwhc/GdJlmYOdl2Mn9aoUlWtzTIMMRWwxxwTwFprgGCOsAFRigQhmeRzhCmwUwjsMMExyw+Da8cMYDJzzRpM/9VSdQBLSPWRuf/TV2uHUV9KE38dsQbIotdA4AAAAASUVORK5CYII=)rst iteration being the worst case for PARADIS. As a result, the problem becomes smaller and ideal for PARADIS Permute, with w = 0 (i.e., no more it- erations).